תרשים תוכנית ניהול ערים C# :

# צד c#:

## **Entitles:**

public class Street

{

private string Name;

private static int streets = 0;

private int StreetCodeNow;

private int Order;

private int CityCode;

public Street(string Name, int Order, int CityCode)

{

this.Name = Name;

this.StreetCodeNow = streets;

streets++;

this.Order = Order;

this.CityCode = CityCode;

}

public string StreetName

{

get { return Name; }

set { Name = value; }

}

public int StreetOrder

{

get { return Order; }

set { Order = value; }

}

public int CityCodeNow

{

get { return CityCode; }

set { CityCode = value; }

}

public int GetStreetCodeNow()

{ return StreetCodeNow; }

}

public class City

{

#region Properties

private static int citiyCount = 0;

private int cityCodeNow = 0;

private string cityName;

private int cityOrder;

#endregion

public string CityName

{

get { return cityName; }

set { cityName = value; }

}

public int CityOrder

{

get { return cityOrder; }

set { cityOrder = value; }

}

public City(string cityName, int cityOrder)

{

this.cityName = cityName;

citiyCount++;

this.cityOrder = cityOrder;

this.cityCodeNow = citiyCount;

}

public int getCityCodeNow()

{

return cityCodeNow;

}

}

using System.Windows.Forms;

public class HelpFuncs

{

public static void createOrderList(Form form, ComboBox NumDisplay, string kindList)

{

Add parent = form as Add;

NumDisplay.Items.Clear();

NumDisplay.Items.Add(1);

if (kindList == "city")

{

if (parent.CityList.Count > 0)

{

for (int i = 0; i < parent.CityList.Count; i++)

{

NumDisplay.Items.Add(i + 2);

}

}

}

else

{

if (parent.CityStreet.Count > 0)

{

for (int i = 0; i < parent.CityStreet.Count; i++)

{

NumDisplay.Items.Add(i + 2);

}

}

}

NumDisplay.SelectedIndex = 0;

}

public static void Create\_FlowLayoutPanel\_FromItems(object[] uItems, string kindOfShow, FlowLayoutPanel flowLayoutPanel)

{

if (uItems != null && uItems.Length > 0)

{

if (flowLayoutPanel.Controls.Count > 0)

flowLayoutPanel.Controls.Clear();

if (uItems is UCity[] && kindOfShow == "cities")

{

foreach (UCity u in uItems)

{

flowLayoutPanel.Controls.Add(u);

}

}

else if (uItems is UStreet[] && kindOfShow == "streets")

{

foreach (UStreet u in uItems)

{

flowLayoutPanel.Controls.Add(u);

}

}

}

}

}

## **UC:**
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public partial class UCity : UserControl

{

public UCity()

{

InitializeComponent();

}

#region Properties

private string cityName;

private int cityOrder;

private int cityCode;

#endregion

[Category("Custom Props")]

public string CityName

{

get { return cityName; }

set { cityName = value; Name.Text = value; }

}

[Category("Custom Props")]

public int CityOrder

{

get { return cityOrder; }

set { cityOrder = value; NumDisplay.Text = value.ToString(); }

}

[Category("Custom Props")]

public int CityCode

{

get { return cityCode; }

set { cityCode = value; Code.Text = value.ToString(); }

}

}
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public UStreet()

{

InitializeComponent();

}

#region Properties

private string streetName;

private int streetCode;

private int streetOrder;

private int cityCode;

#endregion

[Category("Custom Props")]

public string StreetName

{

get { return streetName; }

set { streetName = value; Name.Text = value; }

}

[Category("Custom Props")]

public int StreetCode

{

get { return streetCode; }

set { streetCode = value; Code.Text = value.ToString(); }

}

[Category("Custom Props")]

public int StreetOrder

{

get { return streetOrder; }

set { streetOrder = value; NumDisplay.Text = value.ToString(); }

}

[Category("Custom Props")]

public int CityCode

{

get { return cityCode; }

set { cityCode = value; }

}

}
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public ChooseCityShow()

{

InitializeComponent();

}

Show parent;

private void ChooseCityShow\_Load(object sender, EventArgs e)

{

parent = this.Parent as Show;

List<City> cities = parent.CityList;

if (cities.Count == 0)

{

MessageBox.Show("Oh no, there are no more cities !");

return;

}

Cities.DataSource = cities;

Cities.ValueMember = "cityName";

Cities.DisplayMember = "cityName";

}

private void button1\_Click(object sender, EventArgs e)

{

City city = Cities.SelectedItem as City;

if (city != null)

{

int cityCode = city.getCityCodeNow();

parent.SetStreetsShow(cityCode);

}

}

![](data:image/png;base64,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)

public partial class AddCity : UserControl

{

public AddCity()

{

InitializeComponent();

}

private void NameCity\_KeyPress(object sender, KeyPressEventArgs e)

{

// Verify that the pressed key isn't letter or control like del key

if (!char.IsLetter(e.KeyChar) && !char.IsControl(e.KeyChar))

{

e.Handled = true;

}

}

Add parent;

private void AddCity\_Load(object sender, EventArgs e)

{

HelpFuncs.createOrderList(this.Parent as Add, NumDisplay, "city");

parent = this.Parent as Add;

}

public void AddNewCityFromUC()

{

string cityName = NameCity.Text;

int cityOrder = NumDisplay.SelectedIndex;

City city = new City(cityName, cityOrder);

parent.addToList("city", city);

HelpFuncs.createOrderList(this.Parent as Add, NumDisplay, "city");

}

}
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public partial class AddStreet : UserControl

{

public AddStreet()

{

InitializeComponent();

}

private void NameStreet\_KeyPress(object sender, KeyPressEventArgs e)

{

// Verify that the pressed key isn't letter or control like del key

if (!char.IsLetter(e.KeyChar) && !char.IsControl(e.KeyChar))

{

e.Handled = true;

}

}

Add parent;

private void AddStreet\_Load(object sender, EventArgs e)

{

HelpFuncs.createOrderList(this.Parent as Add, NumDisplay, "street");

parent = this.Parent as Add;

List<City> cities = parent.CityList;

if (cities.Count == 0)

{

MessageBox.Show("Oh no, there are no more cities !");

return;

}

Cities.DataSource = cities;

Cities.ValueMember = "cityName";

Cities.DisplayMember = "cityName";

}

public void AddNewStreetFromUC()

{

City city = Cities.SelectedItem as City;

if (city != null)

{

string streetName = NameStreet.Text;

int streetOrder = NumDisplay.SelectedIndex;

int cityCode = city.getCityCodeNow();

Street street = new Street(streetName, streetOrder, cityCode);

parent.addToList("street", street);

HelpFuncs.createOrderList(this.Parent as Add, NumDisplay, "street");

}}}

## **Form:**
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using System;

using System.Collections.Generic;

using System.Windows.Forms;

using System.Drawing;

private MenuStrip menuStrip2;

private ToolStripMenuItem צורToolStripMenuItem;

private ToolStripMenuItem עירToolStripMenuItem;

private ToolStripMenuItem רחובToolStripMenuItem;

private ToolStripMenuItem הצגToolStripMenuItem;

private ToolStripMenuItem עריםToolStripMenuItem;

private ToolStripMenuItem רחובותלפיעירToolStripMenuItem;

private ToolStripMenuItem יציאהToolStripMenuItem;

private List<City> cityList;

private List<Street> streetList;

public Program()

{

InitializeComponent();

cityList = new List<City>();

streetList = new List<Street>();

}

static void Main(string[] args)

{

Application.EnableVisualStyles();

Application.SetCompatibleTextRenderingDefault(false);

Application.Run(new Program());

}

private void InitializeComponent()

{

this.menuStrip2 = new System.Windows.Forms.MenuStrip();

this.צורToolStripMenuItem = new System.Windows.Forms.ToolStripMenuItem();

this.עירToolStripMenuItem = new System.Windows.Forms.ToolStripMenuItem();

this.רחובToolStripMenuItem = new System.Windows.Forms.ToolStripMenuItem();

this.הצגToolStripMenuItem = new System.Windows.Forms.ToolStripMenuItem();

this.עריםToolStripMenuItem = new System.Windows.Forms.ToolStripMenuItem();

this.רחובותלפיעירToolStripMenuItem = new System.Windows.Forms.ToolStripMenuItem();

this.יציאהToolStripMenuItem = new System.Windows.Forms.ToolStripMenuItem();

this.menuStrip2.SuspendLayout();

this.SuspendLayout();

//

// menuStrip2

//

this.menuStrip2.Items.AddRange(new System.Windows.Forms.ToolStripItem[] {

this.צורToolStripMenuItem,

this.הצגToolStripMenuItem,

this.יציאהToolStripMenuItem});

this.menuStrip2.Location = new System.Drawing.Point(0, 0);

this.menuStrip2.Name = "menuStrip2";

this.menuStrip2.RightToLeft = System.Windows.Forms.RightToLeft.Yes;

this.menuStrip2.Size = new System.Drawing.Size(605, 24);

this.menuStrip2.TabIndex = 2;

this.menuStrip2.Text = "menuStrip2";

//

// צורToolStripMenuItem

//

this.צורToolStripMenuItem.DropDownItems.AddRange(new System.Windows.Forms.ToolStripItem[] {

this.עירToolStripMenuItem,

this.רחובToolStripMenuItem});

this.צורToolStripMenuItem.Image = global::CV\_Daniel\_Artzi.Properties.Resources.add;

this.צורToolStripMenuItem.Name = "צורToolStripMenuItem";

this.צורToolStripMenuItem.Size = new System.Drawing.Size(52, 20);

this.צורToolStripMenuItem.Text = "צור";

//

// עירToolStripMenuItem

//

this.עירToolStripMenuItem.Name = "עירToolStripMenuItem";

this.עירToolStripMenuItem.Size = new System.Drawing.Size(180, 22);

this.עירToolStripMenuItem.Text = "עיר";

this.עירToolStripMenuItem.Click += new System.EventHandler(this.עירToolStripMenuItem\_Click);

//

// רחובToolStripMenuItem

//

this.רחובToolStripMenuItem.Name = "רחובToolStripMenuItem";

this.רחובToolStripMenuItem.Size = new System.Drawing.Size(180, 22);

this.רחובToolStripMenuItem.Text = "רחוב";

this.רחובToolStripMenuItem.Click += new System.EventHandler(this.רחובToolStripMenuItem\_Click);

//

// הצגToolStripMenuItem

//

this.הצגToolStripMenuItem.DropDownItems.AddRange(new System.Windows.Forms.ToolStripItem[] {

this.עריםToolStripMenuItem,

this.רחובותלפיעירToolStripMenuItem});

this.הצגToolStripMenuItem.Image = global::CV\_Daniel\_Artzi.Properties.Resources.show;

this.הצגToolStripMenuItem.Name = "הצגToolStripMenuItem";

this.הצגToolStripMenuItem.Size = new System.Drawing.Size(55, 20);

this.הצגToolStripMenuItem.Text = "הצג";

//

// עריםToolStripMenuItem

//

this.עריםToolStripMenuItem.Name = "עריםToolStripMenuItem";

this.עריםToolStripMenuItem.Size = new System.Drawing.Size(152, 22);

this.עריםToolStripMenuItem.Text = "ערים";

this.עריםToolStripMenuItem.Click += new System.EventHandler(this.עריםToolStripMenuItem\_Click);

//

// רחובותלפיעירToolStripMenuItem

//

this.רחובותלפיעירToolStripMenuItem.Name = "רחובותלפיעירToolStripMenuItem";

this.רחובותלפיעירToolStripMenuItem.Size = new System.Drawing.Size(152, 22);

this.רחובותלפיעירToolStripMenuItem.Text = "רחובות לפי עיר";

this.רחובותלפיעירToolStripMenuItem.Click += new System.EventHandler(this.רחובותלפיעירToolStripMenuItem\_Click);

//

// יציאהToolStripMenuItem

//

this.יציאהToolStripMenuItem.Image = global::CV\_Daniel\_Artzi.Properties.Resources.close;

this.יציאהToolStripMenuItem.Name = "יציאהToolStripMenuItem";

this.יציאהToolStripMenuItem.Size = new System.Drawing.Size(64, 20);

this.יציאהToolStripMenuItem.Text = "יציאה";

this.יציאהToolStripMenuItem.Click += new System.EventHandler(this.יציאהToolStripMenuItem\_Click);

//

// Program

//

this.ClientSize = new System.Drawing.Size(605, 403);

this.Controls.Add(this.menuStrip2);

this.IsMdiContainer = true;

this.Name = "Program";

this.RightToLeft = System.Windows.Forms.RightToLeft.No;

this.StartPosition = System.Windows.Forms.FormStartPosition.CenterParent;

this.Text = "Elad CRM App";

this.Load += new System.EventHandler(this.Program\_Load);

this.menuStrip2.ResumeLayout(false);

this.menuStrip2.PerformLayout();

this.ResumeLayout(false);

this.PerformLayout();

}

private void עירToolStripMenuItem\_Click(object sender, EventArgs e)

{

RemoveFormsAndShow("add", "addCity");

}

private void רחובToolStripMenuItem\_Click(object sender, EventArgs e)

{

RemoveFormsAndShow("add", "addStreet");

}

private void עריםToolStripMenuItem\_Click(object sender, EventArgs e)

{

RemoveFormsAndShow("show", "showCities");

}

private void רחובותלפיעירToolStripMenuItem\_Click(object sender, EventArgs e)

{

RemoveFormsAndShow("show", "showStreets");

}

private void RemoveFormsAndShow(string AddOrShowForm, string kindAddOrShow)

{

// We will go through the open forms and close any form that is not the main form

// We can't do this in a loop for each

//Since the transition will be destroyed at the first closing of Open Form

//Go through the actual amount of Open Forms

FormCollection FormsOpen = Application.OpenForms;

for (int i = 0; i < FormsOpen.Count; i++)

{

if (FormsOpen[i].Name != "Program")

FormsOpen[i].Close();

}

// We will check what type of form we would like to show / add

// And then what kind of add / show -> city / street

switch (AddOrShowForm)

{

case "add":

Add add = new Add(kindAddOrShow, this.cityList, this.streetList);

add.MdiParent = this;

add.Show();

add.Activate();

add.Location = new Point((this.Width - add.Width) / 2, 0);

break;

case "show":

Show show = new Show(kindAddOrShow, this.cityList, this.streetList);

show.MdiParent = this;

show.Show();

show.Activate();

show.Location = new Point((this.Width - show.Width) / 2, 0);

break;

}

}

private void יציאהToolStripMenuItem\_Click(object sender, EventArgs e)

{

Application.Exit();

}

public List<City> GetCityList()

{

return cityList;

}

public void addCityToList(City city)

{

cityList.Add(city);

}

public List<Street> GetStreetList()

{

return streetList;

}

public void addStreeToList(Street street)

{

streetList.Add(street);

}

private void Program\_Load(object sender, EventArgs e)

{

MdiClient mdiClient;

foreach (Control control in this.Controls)

{

if (control is MdiClient)

{

mdiClient = (MdiClient)control;

mdiClient.BackColor = Color.LightSeaGreen;

mdiClient.BackgroundImage = Properties.Resources.back;

mdiClient.BackgroundImageLayout = ImageLayout.Center;

}

}

}

public void addCityToList(City city)

{

cityList.Add(city);

}

public List<Street> GetStreetList()

{

return streetList;

}

public void addStreeToList(Street street)

{

streetList.Add(street);

}

private void Program\_Load(object sender, EventArgs e)

{

MdiClient mdiClient;

foreach (Control control in this.Controls)

{

if (control is MdiClient)

{

mdiClient = (MdiClient)control;

mdiClient.BackColor = Color.LightSeaGreen;

mdiClient.BackgroundImage = Properties.Resources.back;

mdiClient.BackgroundImageLayout = ImageLayout.Center;

}

}

}
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public partial class Show : Form

{

List<City> cityList;

List<Street> streetList;

public Show(string kindOfShow, List<City> cityList, List<Street> streetList)

{

InitializeComponent();

this.cityList = cityList;

this.streetList = streetList;

uCity1.Hide();

uStreet1.Hide();

flowLayoutPanel1.Hide();

chooseCityShow1.Hide();

switch (kindOfShow)

{

case "showCities":

int itemsCount = cityList.Count;

UCity[] cities = new UCity[itemsCount];

int iCity = 0;

foreach (City city in cityList)

{

cities[iCity] = new UCity();

cities[iCity].CityName = city.CityName;

cities[iCity].CityCode = city.getCityCodeNow();

cities[iCity].CityOrder = city.CityOrder;

iCity++;

}

flowLayoutPanel1.Show();

HelpFuncs.Create\_FlowLayoutPanel\_FromItems(cities, "cities", flowLayoutPanel1);

break;

case "showStreets":

chooseCityShow1.Show();

break;

}

}

public void SetStreetsShow(int codeCityShow)

{

chooseCityShow1.Hide();

int streetCount = streetList.Count;

UStreet[] streets = new UStreet[streetCount];

int iStreet = 0;

foreach (Street street in streetList)

{

if (street.CityCodeNow == codeCityShow)

{

streets[iStreet] = new UStreet();

streets[iStreet].StreetName = street.StreetName;

streets[iStreet].StreetCode = street.GetStreetCodeNow();

streets[iStreet].StreetOrder = street.StreetOrder;

}

iStreet++;

}

HelpFuncs.Create\_FlowLayoutPanel\_FromItems(streets, "streets", flowLayoutPanel1);

flowLayoutPanel1.Show();

}

public List<City> CityList

{

get { return cityList; }

}

public List<Street> CityStreet

{

get { return streetList; }

}

}

public void SetStreetsShow(int codeCityShow)

{

chooseCityShow1.Hide();

int streetCount = streetList.Count;

UStreet[] streets = new UStreet[streetCount];

int iStreet = 0;

foreach (Street street in streetList)

{

if (street.CityCodeNow == codeCityShow)

{

streets[iStreet] = new UStreet();

streets[iStreet].StreetName = street.StreetName;

streets[iStreet].StreetCode = street.GetStreetCodeNow();

streets[iStreet].StreetOrder = street.StreetOrder;

}

iStreet++;

}

HelpFuncs.Create\_FlowLayoutPanel\_FromItems(streets, "streets", flowLayoutPanel1);

flowLayoutPanel1.Show();

}

public List<City> CityList

{

get { return cityList; }

}

public List<Street> CityStreet

{

get { return streetList; }

}

}
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//point to function

public delegate void add();

public partial class Add : Form

{

// create function to delegate

public add addItem;

// list of the current city and street

List<City> cityList;

List<Street> streetList;

public Add(string kindOfAdd, List<City> cityList, List<Street> streetList)

{

InitializeComponent();

this.cityList = cityList;

this.streetList = streetList;

addCity1.Hide();

addStreet1.Hide();

switch (kindOfAdd)

{

case "addCity":

addCity1.Show();

break;

case "addStreet":

addStreet1.Show();

break;

}

}

private void button1\_Click(object sender, EventArgs e)

{

// Check if have functions => We'll only want one function to run

if (this.addItem != null)

{

this.addItem = null;

}

// Check which kind of UC add open

if (addCity1.IsHandleCreated)

{

this.addItem += new add(addCity1.AddNewCityFromUC);

}

else

{

this.addItem += new add(addStreet1.AddNewStreetFromUC);

}

this.addItem();

}

public List<City> CityList

{

get { return cityList; }

}

public List<Street> CityStreet

{

get { return streetList; }

}

public void addToList(string kindList, object item)

{

if (kindList == "city")

{

foreach (City city in cityList)

{

if (city.CityName == (item as City).CityName)

{

MessageBox.Show($"You cannot create a city with a name that already exists - {city.CityName}");

return;

}

else if (city.CityOrder == (item as City).CityOrder)

{

MessageBox.Show($"You cannot create a city with a city order that already exists - {city.CityOrder + 1}");

return;

}

}

this.cityList.Add(item as City);

}

else

{

foreach (Street street in streetList)

{

if (street.StreetName == (item as Street).StreetName)

{

//check not have the same city code like the another

if (street.CityCodeNow == (item as Street).CityCodeNow)

{

MessageBox.Show($"You cannot create a street with the same name in the same city - {street.StreetName} in {street.CityCodeNow}");

return;

}

}

else if (street.StreetOrder == (item as Street).StreetOrder)

{

MessageBox.Show($"You cannot create a street with a street order that already exists - {street.StreetOrder + 1}");

return;

}

}

this.streetList.Add(item as Street);

}

MessageBox.Show("Add successfully!");

}

}

public List<City> CityList

{

get { return cityList; }

}

public List<Street> CityStreet

{

get { return streetList; }

}

public void addToList(string kindList, object item)

{

if (kindList == "city")

{

foreach (City city in cityList)

{

if (city.CityName == (item as City).CityName)

{

MessageBox.Show($"You cannot create a city with a name that already exists - {city.CityName}");

return;

}

else if (city.CityOrder == (item as City).CityOrder)

{

MessageBox.Show($"You cannot create a city with a city order that already exists - {city.CityOrder + 1}");

return;

}

}

this.cityList.Add(item as City);

}

else

{

foreach (Street street in streetList)

{

if (street.StreetName == (item as Street).StreetName)

{

//check not have the same city code like the another

if (street.CityCodeNow == (item as Street).CityCodeNow)

{

MessageBox.Show($"You cannot create a street with the same name in the same city - {street.StreetName} in {street.CityCodeNow}");

return;

}

}

else if (street.StreetOrder == (item as Street).StreetOrder)

{

MessageBox.Show($"You cannot create a street with a street order that already exists - {street.StreetOrder + 1}");

return;

}

}

this.streetList.Add(item as Street);

}

MessageBox.Show("Add successfully!");

}

}

תרשים תוכנית ניהול ספרייה C# :

# צד SQL:

## **Functions:**

![](data:image/png;base64,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)

USE [Library]

GO

/\*\*\*\*\*\* Object: UserDefinedFunction [dbo].[funName]

SET ANSI\_NULLS ON

GO

SET QUOTED\_IDENTIFIER ON

GO

-- =============================================

-- Author: <Daniel Artzi>

-- Create date: <07/09/2022>

-- Description: <fun desc >

-- =============================================

ALTER FUNCTION [dbo].[**Validation\_CheckBook**]

(

@Book\_Code nchar(13),

@Book\_Title nvarchar(20),

@Book\_FirstName\_Author nvarchar(20) ,

@Book\_LastName\_Author nvarchar(20),

@Book\_PublicationDate date,

@Book\_Category nvarchar(25),

@Book\_SecondaryCategory nvarchar(35) = null

--There are situations in which we would like to test only on

)

RETURNS nvarchar(500)

AS

BEGIN

declare @Error nvarchar(500)

-- -- \*\*\* Check for values:

-- --- Date greater than current date

-- --- 13 digits code

-- --- only digits code

-- --- only letters name

-- --- only letters category

-- --- checking if a category exists \*\*\*

if (@Book\_PublicationDate > GETDATE())

begin

-- \*\*\* Checking if errors are already written \*\*\*

if (@ERROR IS NULL or @ERROR = '')

-- linebreaks ->

SET @ERROR = 'Date cannot be greater than current date !'

else

SET @ERROR += CHAR(13)+CHAR(10)+ 'Date cannot be greater than current date !'

end

-- -- \*\*\* Check for 13 digits code \*\*\*

if (LEN(@Book\_Code) != 13)

begin

-- \*\*\* Checking if errors are already written \*\*\*

if (@ERROR IS NULL or @ERROR = '')

-- linebreaks ->

SET @ERROR = 'Barcode must contain 13 digits !'

else

SET @ERROR += CHAR(13)+CHAR(10)+ 'Barcode must contain 13 digits !'

end

-- -- \*\*\* Check for only digits \*\*\*

if (@Book\_Code LIKE '%[^0-9]%' or @Book\_Code is null)

begin

-- \*\*\* Checking if errors are already written \*\*\*

if (@ERROR IS NULL or @ERROR = '')

-- linebreaks ->

SET @ERROR = 'Barcode must contain only digits !'

else

SET @ERROR += CHAR(13)+CHAR(10)+'Barcode must contain only digits !'

end

-- -- \*\*\* Check for only letters \*\*\*

if (( @Book\_FirstName\_Author LIKE '%[^A-Za-zא-ת]%' or @Book\_FirstName\_Author Is Null or @Book\_FirstName\_Author = '' )

or ( @Book\_LastName\_Author LIKE '%[^A-Za-zא-ת]%' or @Book\_LastName\_Author Is Null or @Book\_LastName\_Author = ''))

begin

-- \*\*\* Checking if errors are already written \*\*\*

if (@ERROR IS NULL or @ERROR = '')

-- linebreaks ->

SET @ERROR = 'Name author must be only letters. !'

else

SET @ERROR += CHAR(13)+CHAR(10)+ 'Name author must be only letters !'

end

if (( @Book\_Category LIKE '%[^A-Za-zא-ת]%' or @Book\_Category IS NULl or @Book\_Category = '' )

or (@Book\_SecondaryCategory LIKE '%[^A-Za-zא-ת]%' or @Book\_SecondaryCategory = '' ) )

begin

-- \*\*\* Checking if errors are already written \*\*\*

if (@ERROR IS NULL or @ERROR = '')

-- linebreaks ->

SET @ERROR = 'Category must be only letters. !'

else

SET @ERROR += CHAR(13)+CHAR(10)+ 'Category must be only letters !'

end

-- -- \*\*\* Check if a category exists and enter secondary category \*\*\*

if (@Book\_SecondaryCategory is not null)

begin

if not EXISTS (select top 1 \* from ShowAllCategories with(nolock) where Category = @Book\_Category and SecondaryCategory = @Book\_SecondaryCategory)

begin

-- \*\*\* Checking if errors are already written \*\*\*

if (@ERROR IS NULL or @ERROR = '')

-- linebreaks ->

SET @ERROR = 'The category or secondary - category does not exist !'

else

SET @ERROR += CHAR(13)+CHAR(10)+ 'The category or secondary - category does not exist !'

end

end

else

begin

if not EXISTS (select top 1 \* from ShowAllCategories with(nolock) where Category = @Book\_Category)

begin

-- \*\*\* Checking if errors are already written \*\*\*

if (@ERROR IS NULL or @ERROR = '')

-- linebreaks ->

SET @ERROR = 'The category or secondary - category does not exist !'

else

SET @ERROR += CHAR(13)+CHAR(10)+ 'The category or secondary - category does not exist !'

end

end

RETURN @ERROR

END

ALTER FUNCTION [dbo].[**Validation\_CheckBorrow**]

(

@Code nchar(13),

@Id nchar(9)

)

RETURNS nvarchar(500)

AS

BEGIN

declare @Error nvarchar(500)

-- -- \*\*\* Check for values:

-- --- already exists

-- --- only letters category \*\*\*

-- \*\*\* Checking if the category with subcategory exists \*\*\*

-- \*\*\* Checking if there is a book code or id \*\*\*

if not EXISTS(select top 1 \* from Book with(nolock) where Code = @Code)

begin

SET @ERROR = 'An error occurred, such a book code does not exist !'

end

if not EXISTS(select top 1 \* from Users with(nolock) where id = @Id)

begin

-- \*\*\* Checking if errors are already written \*\*\*

if (@ERROR IS NULL or @ERROR = '')

SET @ERROR = 'What a shame, there is no user with such an ID card :K !'

else -- linebreaks ->

SET @ERROR += CHAR(13)+CHAR(10)+'What a shame, there is no user with such an ID card :K !'

end

RETURN @ERROR

END

ALTER FUNCTION [dbo].[**Validation\_CheckExistingCategories**]

(

@Category nvarchar(25),

@SecondaryCategory nvarchar(35)

)

RETURNS nvarchar(500)

AS

BEGIN

declare @Error nvarchar(500)

-- -- \*\*\* Check for values:

-- --- already exists

-- --- only letters category \*\*\*

-- \*\*\* Checking if the category with subcategory exists \*\*\*

if EXISTS(select top 1 \* from ExistingCategories with(nolock) where Category = @Category and SecondaryCategory = @SecondaryCategory)

begin

SET @ERROR = 'This classification category already exists !'

end

if (( @Category LIKE '%[^A-Za-zא-ת]%' or @Category IS NULl or @Category = '' )

or (@SecondaryCategory LIKE '%[^A-Za-zא-ת]%' or @SecondaryCategory IS NULl or @SecondaryCategory = '' ) )

begin

-- \*\*\* Checking if errors are already written \*\*\*

if (@ERROR IS NULL or @ERROR = '')

SET @ERROR = 'Category must be only letters. !'

else -- linebreaks ->

SET @ERROR += CHAR(13)+CHAR(10)+'Category must be only letters !'

end

RETURN @ERROR

END

ALTER FUNCTION [dbo].[**Validation\_CheckIsraelID**]

(

@id nchar(9)

)

RETURNS bit

AS

BEGIN

-- need 9 digit

if len(@id)<>9 return 0;

--The right digit is the check digit

declare @numberPass TinyInt = Right(@id,1)

-- All but the rightmost digits are the body of the number

declare @numbersID nvarchar(10) = left(@id,8)

declare @numbeCheck TinyInt = 0;

declare @strNum nvarchar(20) = '';

declare @i int = 1;

--Accumulates the digits by multiplying them by weights

WHILE @i <= 8

begin

--The test coefficient is in the form of

--1 2 1 2 1 2 1 2 1

-- SUBSTRING(string, start, length)

-- get the next number

set @strNum += cast(Cast(SUBSTRING(@numbersID,@i,1) As TinyInt) \* (case when @i%2 = 0 then 2 else 1 end) as nvarchar);

set @i+=1;

end

set @i = 1;

--connect the generated digits

WHILE @i <= len(@strNum)

begin

set @numbeCheck += Cast(SUBSTRING(@strNum,@i,1) As TinyInt)

set @i+=1;

end

-- Updates to the number of complements to an exact multiple of ten

set @numbeCheck = (10 - (@numbeCheck%10))

-- Returns a value verified by checking whether the check digit matches

--If the number is divisible by 10 without a remainder, then the id is correct

RETURN (case when @numbeCheck=@numberPass then 1 else 0 end)

END

ALTER FUNCTION [dbo].[**Validation\_CheckUser**]

(

@User\_id nchar(9),

@User\_FirstName nvarchar(20),

@User\_LastName nvarchar(20) ,

@User\_Type bit,

@User\_Email nvarchar(20),

@User\_Password nchar(10)

)

RETURNS nvarchar(500)

AS

BEGIN

declare @Error nvarchar(500)

-- -- \*\*\* Check for values:

-- --- id format ( 9 digit )

-- --- type value

-- --- only letters name

-- --- Email is written correctly

-- --- A password must be 10 characters , contains a number, an uppercase letter, a lowercase letter, and a special character \*\*\*

declare @resCheckId bit;

set @resCheckId = [dbo].[Validation\_CheckIsraelID](@User\_id)

if(@resCheckId = 0 )

begin

SET @ERROR = 'Incorrect ID ! '

end

if(@User\_Type > 1 or @User\_Type < 0)

begin

-- \*\*\* Checking if errors are already written \*\*\*

if (@ERROR IS NULL or @ERROR = '')

SET @ERROR = 'The value of type must be either 0 or 1 ... !'

else -- linebreaks ->

SET @ERROR += CHAR(13)+CHAR(10)+ 'The value of type must be either 0 or 1 ... !'

end

if (( @User\_FirstName LIKE '%[^A-Za-zא-ת]%' or @User\_FirstName IS NULL or @User\_FirstName = '' )

or ( @User\_LastName LIKE '%[^A-Za-zא-ת]%' or @User\_LastName IS NULL or @User\_LastName = '' ))

begin

-- \*\*\* Checking if errors are already written \*\*\*

if (@ERROR IS NULL or @ERROR = '')

SET @ERROR = 'Name user must be only letters. !'

else -- linebreaks ->

SET @ERROR += CHAR(13)+CHAR(10)+ 'Name user must be only letters !'

end

-- -- \*\*\* Checking if the email is written correctly \*\*\*

if ( @User\_Email like '%[^a-z,0-9,@,.,!,#,$,%%,&,'',\*,+,--,/,=,?,^,\_,`,{,|,},~]%' --First Carat ^ means Not these characters in the LIKE clause. The list is the valid email characters.

--an email format \_@\_\_.\_\_

or @User\_Email not like '%\_@\_%\_.[a-z0-9][a-z]%'

--an email does not start / end at .

--an email does not contain a sequence of @ / .

Or @User\_Email like '%@%@%'

Or @User\_Email like '%..%'

Or @User\_Email like '.%'

Or @User\_Email like '%.'

)

begin

-- \*\*\* Checking if errors are already written \*\*\*

if (@ERROR IS NULL or @ERROR = '')

SET @ERROR = 'The email is not written correctly !'

else -- linebreaks ->

SET @ERROR += CHAR(13)+CHAR(10)+ 'The email is not written correctly !'

end

-- --- Check - A password must be 10 characters , contains a number, an uppercase letter, a lowercase letter, and a special character \*\*\*

if(LEN(@User\_Password) <> 10 )

begin

-- \*\*\* Checking if errors are already written \*\*\*

if (@ERROR IS NULL or @ERROR = '')

SET @ERROR = 'Password must be 10 characters in length !'

else -- linebreaks ->

SET @ERROR += CHAR(13)+CHAR(10)+ 'Password must be 10 characters in length !'

end

--We will use a function PATINDEX

-- to check if there are values (the index is returned if there is)

-- COLLATE Latin1\_General\_100\_BIN2 : binary collation (Latin1\_General\_100\_BIN2).

--binary collations sort each case separately (like this: AB....YZ...ab...yz).

--Other collations tend to intermingle the uppercase and lowercase letters (like this: AaBb...YyZz),

--which would therefore match both uppercase and lowercase characters.

if (PATINDEX('%[A-Z]%',@User\_Password COLLATE Latin1\_General\_100\_BIN2) = 0)

begin

-- \*\*\* Checking if errors are already written \*\*\*

if (@ERROR IS NULL or @ERROR = '')

SET @ERROR = 'Password must contain an uppercase letter !'

else -- linebreaks ->

SET @ERROR += CHAR(13)+CHAR(10)+'Password must contain an uppercase letter !'

end

if(PATINDEX('%[a-z]%',@User\_Password COLLATE Latin1\_General\_100\_BIN2) = 0)

begin

-- \*\*\* Checking if errors are already written \*\*\*

if (@ERROR IS NULL or @ERROR = '')

SET @ERROR = 'Password must contain a lowercase letter !'

else -- linebreaks ->

SET @ERROR += CHAR(13)+CHAR(10)+ 'Password must contain a lowercase letter !'

end

if(@User\_Password not like '%[-+\_!@#$%^&\*.,?~^(){}=]%')

begin

-- \*\*\* Checking if errors are already written \*\*\*

if (@ERROR IS NULL or @ERROR = '')

SET @ERROR = 'Password must contain a special character !'

else -- linebreaks ->

SET @ERROR += CHAR(13)+CHAR(10)+'Password must contain a special character !'

end

RETURN @ERROR

END

-- -- \*\*\* Checking if the email is written correctly \*\*\*

if ( @User\_Email like '%[^a-z,0-9,@,.,!,#,$,%%,&,'',\*,+,--,/,=,?,^,\_,`,{,|,},~]%' --First Carat ^ means Not these characters in the LIKE clause. The list is the valid email characters.

--an email format \_@\_\_.\_\_

or @User\_Email not like '%\_@\_%\_.[a-z0-9][a-z]%'

--an email does not start / end at .

--an email does not contain a sequence of @ / .

Or @User\_Email like '%@%@%'

Or @User\_Email like '%..%'

Or @User\_Email like '.%'

Or @User\_Email like '%.'

)

begin

-- \*\*\* Checking if errors are already written \*\*\*

if (@ERROR IS NULL or @ERROR = '')

SET @ERROR = 'The email is not written correctly !'

else -- linebreaks ->

SET @ERROR += CHAR(13)+CHAR(10)+ 'The email is not written correctly !'

end

-- --- Check - A password must be 10 characters , contains a number, an uppercase letter, a lowercase letter, and a special character \*\*\*

if(LEN(@User\_Password) <> 10 )

begin

-- \*\*\* Checking if errors are already written \*\*\*

if (@ERROR IS NULL or @ERROR = '')

SET @ERROR = 'Password must be 10 characters in length !'

else -- linebreaks ->

SET @ERROR += CHAR(13)+CHAR(10)+ 'Password must be 10 characters in length !'

end

--We will use a function PATINDEX

-- to check if there are values (the index is returned if there is)

-- COLLATE Latin1\_General\_100\_BIN2 : binary collation (Latin1\_General\_100\_BIN2).

--binary collations sort each case separately (like this: AB....YZ...ab...yz).

--Other collations tend to intermingle the uppercase and lowercase letters (like this: AaBb...YyZz),

--which would therefore match both uppercase and lowercase characters.

if (PATINDEX('%[A-Z]%',@User\_Password COLLATE Latin1\_General\_100\_BIN2) = 0)

begin

-- \*\*\* Checking if errors are already written \*\*\*

if (@ERROR IS NULL or @ERROR = '')

SET @ERROR = 'Password must contain an uppercase letter !'

else -- linebreaks ->

SET @ERROR += CHAR(13)+CHAR(10)+'Password must contain an uppercase letter !'

end

if(PATINDEX('%[a-z]%',@User\_Password COLLATE Latin1\_General\_100\_BIN2) = 0)

begin

-- \*\*\* Checking if errors are already written \*\*\*

if (@ERROR IS NULL or @ERROR = '')

SET @ERROR = 'Password must contain a lowercase letter !'

else -- linebreaks ->

SET @ERROR += CHAR(13)+CHAR(10)+ 'Password must contain a lowercase letter !'

end

if(@User\_Password not like '%[-+\_!@#$%^&\*.,?~^(){}=]%')

begin

-- \*\*\* Checking if errors are already written \*\*\*

if (@ERROR IS NULL or @ERROR = '')

SET @ERROR = 'Password must contain a special character !'

else -- linebreaks ->

SET @ERROR += CHAR(13)+CHAR(10)+'Password must contain a special character !'

end

RETURN @ERROR

END

if(PATINDEX('%[a-z]%',@User\_Password COLLATE Latin1\_General\_100\_BIN2) = 0)

begin

-- \*\*\* Checking if errors are already written \*\*\*

if (@ERROR IS NULL or @ERROR = '')

SET @ERROR = 'Password must contain a lowercase letter !'

else -- linebreaks ->

SET @ERROR += CHAR(13)+CHAR(10)+ 'Password must contain a lowercase letter !'

end

if(@User\_Password not like '%[-+\_!@#$%^&\*.,?~^(){}=]%')

begin

-- \*\*\* Checking if errors are already written \*\*\*

if (@ERROR IS NULL or @ERROR = '')

SET @ERROR = 'Password must contain a special character !'

else -- linebreaks ->

SET @ERROR += CHAR(13)+CHAR(10)+'Password must contain a special character !'

end

RETURN @ERROR

END

## **Stored Procurers:**

USE [Library]

GO

/\*\*\*\*\*\* Object: StoredProcedure [dbo].[name] 10:25:42 \*\*\*\*\*\*/

SET ANSI\_NULLS ON

GO

SET QUOTED\_IDENTIFIER ON

GO

-- =============================================

-- Author: <Daniel Artzi>

-- Create date: <07/09/2022>

-- Description: <Add a stored >

-- =============================================

ALTER PROCEDURE [dbo].[**addNewBook**]

-- parameters for the new book

(@newBook\_Code nchar(13),

@newBook\_Title nvarchar(20),

@newBook\_FirstName\_Author nvarchar(20) ,

@newBook\_LastName\_Author nvarchar(20),

@newBook\_PublicationDate date,

@newBook\_Category nvarchar(25),

@newBook\_SecondaryCategory nvarchar(35) = null,

@ERROR nvarchar(500) OUT )

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if the code is already saved \*\*\*

if EXISTS(select top 1 \* from Book with(nolock) where Code = @newBook\_Code)

begin

SET @ERROR = 'Book with this code already exists !' + CHAR(13)+CHAR(10)

end

else

begin

--~~ We will go into in-depth tests ~~

set @ERROR = [dbo].[Validation\_CheckBook](@newBook\_Code,@newBook\_Title,@newBook\_FirstName\_Author,@newBook\_LastName\_Author,@newBook\_PublicationDate,@newBook\_Category,@newBook\_SecondaryCategory)

if(@ERROR IS NULL or @ERROR = '')

begin

set rowcount 1

INSERT INTO Book(Code, Title, FirstName\_Author, LastName\_Author, PublicationDate, Category, SecondaryCategory)

VALUES (@newBook\_Code, @newBook\_Title, @newBook\_FirstName\_Author, @newBook\_LastName\_Author, @newBook\_PublicationDate, @newBook\_Category, @newBook\_SecondaryCategory);

set rowcount 0

end

end

END

ALTER PROCEDURE [dbo].[**addNewExistingCategory**]

-- parameters for the new book

(@newCategory nvarchar(25),

@newSecondaryCategory nvarchar(35),

@ERROR nvarchar(500) OUT )

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

--~~ We will go into in-depth tests ~~

set @ERROR = [dbo].[Validation\_CheckExistingCategories](@newCategory,@newSecondaryCategory)

if(@ERROR IS NULL or @ERROR = '')

begin

set rowcount 1

INSERT INTO ExistingCategories(Category,SecondaryCategory)

VALUES (@newCategory, @newSecondaryCategory);

set rowcount 0

end

END

ALTER PROCEDURE [dbo].[**addNewBorrow**]

-- parameters for the new book

(@newBorrow\_Code nchar(13),

@newBorrow\_Id nchar(9),

@ERROR nvarchar(500) OUT )

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if the borrow with the same values already exists \*\*\*

if EXISTS(select top 1 \* from Borrows with(nolock) where Code = @newBorrow\_Code and id = @newBorrow\_Id )

begin

SET @ERROR = 'Berry mice some questions! There is no choice, the loan already exists in the system ...' + CHAR(13)+CHAR(10)

end

else

begin

--~~ We will go into in-depth tests ~~

set @ERROR = [dbo].[Validation\_CheckBorrow](@newBorrow\_Code, @newBorrow\_Id)

if(@ERROR IS NULL or @ERROR = '')

begin

set rowcount 1

INSERT INTO Borrows(Code,id)

VALUES (@newBorrow\_Code,@newBorrow\_Id);

set rowcount 0

end

end

END

ALTER PROCEDURE [dbo].[**addNewUser**]

-- parameters for the new book

(@newUser\_id nchar(9),

@newUser\_FirstName nvarchar(20),

@newUser\_LastName nvarchar(20) ,

@newUser\_Type bit,

@newUser\_Email nvarchar(20),

@newUser\_Password nchar(10),

@ERROR nvarchar(500) OUT )

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if the id is already saved \*\*\*

if EXISTS(select top 1 \* from Users with(nolock) where id = @newUser\_id)

begin

SET @ERROR = 'User with this id already exists !' + CHAR(13)+CHAR(10)

end

else

begin

--~~ We will go into in-depth tests ~~

set @ERROR = [dbo].[Validation\_CheckUser](@newUser\_id,@newUser\_FirstName,@newUser\_LastName,@newUser\_Type,@newUser\_Email,@newUser\_Password)

if(@ERROR IS NULL or @ERROR = '')

begin

set rowcount 1

INSERT INTO Users(id,FirstName,LastName,[Type],Email,[Password])

VALUES (@newUser\_id, @newUser\_FirstName, @newUser\_LastName, @newUser\_Type, @newUser\_Email, @newUser\_Password);

set rowcount 0

end

end

End

ALTER PROCEDURE [dbo].[**deleteSelectedBook**]

(@selectedBook\_Code nchar (13),

@ERROR nvarchar(500) OUT )

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if books exist \*\*\*

if NOT EXISTS (select top 1 \* from book with(nolock) where Code = @selectedBook\_Code )

begin

SET @ERROR = 'Sorry, no book with this code was found :< !'

end

else

begin

set rowcount 1

DELETE From Book Where Code = @selectedBook\_Code

set rowcount 0

end

END

ALTER PROCEDURE [dbo].[**deleteSelectedBorrow**]

-- parameters for the new day

(@selectedCode nchar (13),

@ERROR nvarchar(500) OUT )

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if the borrow with the same values already exists \*\*\*

if Not EXISTS(select top 1 \* from Borrows with(nolock) where Code = @selectedCode )

begin

SET @ERROR = 'I am the number 1 producer of the loans, and unfortunately there is no such borrow :O'

End

else

begin

set rowcount 1

DELETE From Borrows

Where Code = @selectedCode

set rowcount 0

end

END

ALTER PROCEDURE [dbo].[**deleteSelectedExistingCategory**]

-- parameters for the new day

(@selectedCategory nvarchar (25),

@selectedSecondaryCategory nvarchar (35),

@ERROR nvarchar(500) OUT )

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if Existing Category exist \*\*\*

if NOT EXISTS (select top 1 \* from ExistingCategories with(nolock) where Category = @selectedCategory and SecondaryCategory = @selectedSecondaryCategory )

begin

SET @ERROR = 'Sorry, No such categories were found :L !'

end

else

begin

set rowcount 1

DELETE From ExistingCategories

Where Category = @selectedCategory and SecondaryCategory = @selectedSecondaryCategory

set rowcount 0

end

END

ALTER PROCEDURE [dbo].[**deleteSelectedUser**]

-- parameters for the new day

(@selectedUser\_Id nchar (9),

@ERROR nvarchar(500) OUT )

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if the id does not exist \*\*\*

if Not EXISTS(select top 1 \* from Users with(nolock) where Id = @selectedUser\_Id)

begin

SET @ERROR = 'Sorry, no user with this id was found :<' + CHAR(13)+CHAR(10)

end

else

begin

set rowcount 1

DELETE From Users Where id = @selectedUser\_Id

set rowcount 0

end

END

ALTER PROCEDURE [dbo].[**getBooks**]

@ERROR nvarchar(500) OUT

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if books exist \*\*\*

if NOT EXISTS (select \* from Book with(nolock))

begin

SET @ERROR = 'It is not possible! You didn`t keep a single book @#@'

end

else

begin

select \* from Book with(nolock)

-- \*\*\* A representative according to the publication date of the books from day to the past \*\*\*

ORDER BY PublicationDate DESC;

end

----can return only integer values -> return the number of books we saved

DECLARE @booksCount int

SELECT @booksCount = count(\*) FROM Book

RETURN @booksCount

END

ALTER PROCEDURE [dbo].[**getBorrows**]

@ERROR nvarchar(500) OUT

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if borrows exist \*\*\*

if NOT EXISTS (select \* from Borrows with(nolock))

begin

SET @ERROR = 'It is not possible! You didn`t keep a single borrow @#@'

end

else

begin

select Book.\*, us.\* from Borrows borrow with(nolock)

INNER JOIN Users us on borrow.Id=us.Id

INNER JOIN Book book on book.Code = borrow.Code

-- \*\*\* We would like a display according to the id \*\*\*

ORDER BY borrow.Id;

end

----can return only integer values -> return the number of books we saved

DECLARE @borrowsCount int

SELECT @borrowsCount = count(\*) FROM Book

RETURN @borrowsCount

END

ALTER PROCEDURE [dbo].[**getExistingCategories**]

@ERROR nvarchar(500) OUT

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if category exist \*\*\*

if NOT EXISTS (select \* from ExistingCategories with(nolock))

begin

SET @ERROR = 'It is not possible! You didn`t keep a single Category @#@'

end

else

begin

select Category from ExistingCategories with(nolock)

-- \*\*\* We would like a display of categories by main category \*\*\*

ORDER BY Category;

end

----can return only integer values -> return the number of books we saved

DECLARE @categorieCount int

SELECT @categorieCount = count(\*) FROM Book

RETURN @categorieCount

END

ALTER PROCEDURE [dbo].[getUsers]

@ERROR nvarchar(500) OUT

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if users exist \*\*\*

if NOT EXISTS (select \* from Users with(nolock))

begin

SET @ERROR = 'It is not possible! You didn`t keep a single user @#@'

end

else

begin

select \* from Users with(nolock)

-- \*\*\* Representative according to the order of A and B \*\*\*

ORDER BY FirstName,LastName DESC;

end

----can return only integer values -> return the number of books we saved

DECLARE @usersCount int

SELECT @usersCount = count(\*) FROM Book

RETURN @usersCount

END

ALTER PROCEDURE [dbo].[**ShowFromBook\_BookFromSpecificCode**]

@code nchar(13),

@ERROR nvarchar(500) OUT

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if code exist \*\*\*

if NOT EXISTS (select \* from Book with(nolock) where Code = @code)

begin

SET @ERROR = 'God of all shifra! code not found @#@'

end

else

begin

select top 1 \* from Book with(nolock)

where Code = @code

end

----can return only integer values -> return the number of books we saved

DECLARE @BooksCount int

SELECT @BooksCount = count(\*) FROM Book

RETURN @BooksCount

END

ALTER PROCEDURE [dbo].[**ShowFromBook\_BooksFromCategory**]

@category nvarchar(25),

@ERROR nvarchar(500) OUT

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if category exist \*\*\*

if NOT EXISTS (select \* from Book with(nolock) where Category like '%'+@Category+'%')

begin

SET @ERROR = 'God of all shifra! category not found @#@'

end

else

begin

select \* from Book with(nolock)

where Category like '%'+@Category+'%'

-- \*\*\* A representative according to the publication date of the books from day to the past \*\*\*

ORDER BY PublicationDate DESC;

end

----can return only integer values -> return the number of books we saved

DECLARE @BooksCount int

SELECT @BooksCount = count(\*) FROM Book

RETURN @BooksCount

END

ALTER PROCEDURE [dbo].[**ShowFromBook\_BooksFromFirstName\_Author**]

@firstName\_Author nvarchar(20),

@ERROR nvarchar(500) OUT

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if firstName- author exist \*\*\*

if NOT EXISTS (select \* from Book with(nolock) where FirstName\_Author like '%'+@FirstName\_Author+'%')

begin

SET @ERROR = 'God of all shifra! firstName - Author not found @#@'

end

else

begin

select \* from Book with(nolock)

where FirstName\_Author like '%'+@FirstName\_Author+'%'

-- \*\*\* A representative according to the publication date of the books from day to the past \*\*\*

ORDER BY PublicationDate DESC;

end

----can return only integer values -> return the number of books we saved

DECLARE @BooksCount int

SELECT @BooksCount = count(\*) FROM Book

RETURN @BooksCount

END

ALTER PROCEDURE [dbo].[**ShowFromBook\_BooksFromLastName\_Author**]

@lastName\_Author nvarchar(20),

@ERROR nvarchar(500) OUT

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if lastName - Author exist \*\*\*

if NOT EXISTS (select \* from Book with(nolock) where LastName\_Author like '%'+@LastName\_Author+'%')

begin

SET @ERROR = 'God of all shifra! title not found @#@'

end

else

begin

select \* from Book with(nolock)

where LastName\_Author like '%'+@LastName\_Author+'%'

-- \*\*\* A representative according to the publication date of the books from day to the past \*\*\*

ORDER BY PublicationDate DESC;

end

----can return only integer values -> return the number of books we saved

DECLARE @BooksCount int

SELECT @BooksCount = count(\*) FROM Book

RETURN @BooksCount

END

ALTER PROCEDURE [dbo].[**ShowFromBook\_BooksFromName\_Author**]

@firstName\_Author nvarchar(20),

@lastName\_Author nvarchar(20),

@ERROR nvarchar(500) OUT

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if name exist \*\*\*

if NOT EXISTS (select \* from Book with(nolock) where FirstName\_Author like '%'+@FirstName\_Author+'%' and LastName\_Author like '%'+@LastName\_Author+'%' )

begin

SET @ERROR = 'God of all shifra! name - Author not found @#@'

end

else

begin

select \* from Book with(nolock)

where FirstName\_Author like '%'+@FirstName\_Author+'%' and LastName\_Author like '%'+@LastName\_Author+'%'

-- \*\*\* A representative according to the publication date of the books from day to the past \*\*\*

ORDER BY PublicationDate DESC;

end

----can return only integer values -> return the number of books we saved

DECLARE @BooksCount int

SELECT @BooksCount = count(\*) FROM Book

RETURN @BooksCount

END

ALTER PROCEDURE [dbo].[**ShowFromBook\_BooksFromPublicationYear**]

@publicationYear int,

@ERROR nvarchar(500) OUT

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

if(@publicationYear < 0 or @publicationYear > 9999)

begin

SET @ERROR = 'Do you want to travel in time? This year makes no sense @#@'

end

-- \*\*\* Checking if year exist \*\*\*

else if NOT EXISTS (select \* from Book with(nolock) where year(PublicationDate) = @publicationYear)

begin

SET @ERROR = 'God of all shifra! publication year not found @#@'

end

else

begin

select \* from Book with(nolock)

where year(PublicationDate) = @publicationYear

-- \*\*\* A representative according to the publication date of the books from day to the past \*\*\*

ORDER BY PublicationDate DESC;

end

----can return only integer values -> return the number of books we saved

DECLARE @BooksCount int

SELECT @BooksCount = count(\*) FROM Book

RETURN @BooksCount

END

ALTER PROCEDURE [dbo].[**ShowFromBook\_BooksFromTitle**]

@title nvarchar(20),

@ERROR nvarchar(500) OUT

AS

BEGIN

--message that indicates the number of rows --that are affected by the T-SQL statement --is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if title exist \*\*\*

if NOT EXISTS (select \* from Book with(nolock) where Title like '%'+@title+'%')

begin

SET @ERROR = 'God of all shifra! title not found @#@'

end

-- \*\*\* Checking if all the values are correct and no error message was generated \*\*\*

else

begin

select \* from Book with(nolock)

where Title like '%'+@title+'%'

-- \*\*\* A representative according to the publication date of the books from day to the past \*\*\*

ORDER BY PublicationDate DESC;

end

----can return only integer values -> return the number of books we saved

DECLARE @BooksCount int

SELECT @BooksCount = count(\*) FROM Book

RETURN @BooksCount

END

ALTER PROCEDURE [dbo].[**ShowFromBorrow\_byUserCheckType**]

@id nchar(13),

@typeUser bit,

@ERROR nvarchar(500) OUT

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if library worker \*\*\*

if(@typeUser <> 0)

begin

if not exists(select top 1 \* from Users with(nolock) where id = @id)

begin

set @ERROR = 'OOO This is not your ID ! alarm alarm !'

end

else if not exists(select \* from Borrows where id = @id)

begin

set @ERROR = 'The user did not lend books sorrry ..'

end

end

-- \*\*\* Checking if id exists \*\*\*

else if not exists(select \* from Borrows where id = @id)

begin

set @ERROR = 'The user did not lend books sorrry ..'

end

if(@ERROR IS NULL or @ERROR = '')

begin

select Book.\* from Borrows borrow with(nolock)

INNER JOIN Book book on book.Code = borrow.Code

where borrow.Id = @id

-- \*\*\* We would like a display according to the id \*\*\*

ORDER BY borrow.Id;

end

----can return only integer values -> return the number of books we saved

DECLARE @borrowsCount int

SELECT @borrowsCount = count(\*) FROM Book

RETURN @borrowsCount

END

ALTER PROCEDURE [dbo].[**ShowFromBorrow\_SpecificBook**]

@codeBook nchar(13),

@ERROR nvarchar(500) OUT

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if borrows exist \*\*\*

if NOT EXISTS (select \* from Borrows with(nolock) where Code = @codeBook)

begin

SET @ERROR = 'God of all shifra! No one borrowed the book @#@'

end

else

begin

select Book.\* from Borrows borrow with(nolock)

INNER JOIN Book book on book.Code = borrow.Code

where borrow.Code = @codeBook

-- \*\*\* We would like a display according to the id \*\*\*

ORDER BY borrow.Id;

end

----can return only integer values -> return the number of books we saved

DECLARE @borrowsCount int

SELECT @borrowsCount = count(\*) FROM Book

RETURN @borrowsCount

END

ALTER PROCEDURE [dbo].[**ShowFromBorrow\_User'sBorrows**]

@idUser nchar(9),

@ERROR nvarchar(500) OUT

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if id - borrows exist \*\*\*

if NOT EXISTS (select \* from Borrows with(nolock) where Id = @idUser)

begin

SET @ERROR = 'God of all shifra! The user has not borrowed any books @#@'

end

else

begin

select Book.\*, us.\* from Borrows borrow with(nolock)

INNER JOIN Users us on borrow.Id=us.Id

INNER JOIN Book book on book.Code = borrow.Code

where borrow.Id = @idUser

-- \*\*\* We would like a display according to the id \*\*\*

ORDER BY borrow.Id;

end

----can return only integer values -> return the number of books we saved

DECLARE @borrowsCount int

SELECT @borrowsCount = count(\*) FROM Book

RETURN @borrowsCount

END

ALTER PROCEDURE [dbo].[**ShowFromExistingCategories\_SubcategoryFromCategory**]

@category nvarchar(25),

@ERROR nvarchar(500) OUT

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if Category exist \*\*\*

if NOT EXISTS (select \* from ExistingCategories with(nolock) where Category like '%'+@category+'%')

begin

SET @ERROR = 'God of all shifra! Category not found @#@'

end

else

begin

select SecondaryCategory from ExistingCategories with(nolock)

where Category = @category

-- \*\*\* We would like a display according to the secondary category \*\*\*

ORDER BY SecondaryCategory;

end

----can return only integer values -> return the number of books we saved

DECLARE @SecondaryCategoriesCount int

SELECT @SecondaryCategoriesCount = count(\*) FROM Book

RETURN @SecondaryCategoriesCount

END

ALTER PROCEDURE [dbo].[**ShowFromExistingCategories\_SubcategoryFromSpecificCategory**]

@category nvarchar(25),

@ERROR nvarchar(500) OUT

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if Category exist \*\*\*

if NOT EXISTS (select \* from ExistingCategories with(nolock) where Category = @category)

begin

SET @ERROR = 'God of all shifra! Category not found @#@'

end

else

begin

select SecondaryCategory from ExistingCategories with(nolock)

where Category = @category

-- \*\*\* We would like a display according to the secondary category \*\*\*

ORDER BY SecondaryCategory;

end

----can return only integer values -> return the number of books we saved

DECLARE @SecondaryCategoriesCount int

SELECT @SecondaryCategoriesCount = count(\*) FROM Book

RETURN @SecondaryCategoriesCount

END

ALTER PROCEDURE [dbo].[**ShowFromUser\_UserFromSpecific\_Id\_Email\_Password**]

@id nchar(9),

@email nvarchar(50),

@password nchar(10),

@ERROR nvarchar(500) OUT

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if id exist \*\*\*

if NOT EXISTS (select \* from Users with(nolock) where Id = @id)

begin

SET @ERROR = 'God of all shifra! id not found @#@'

end

-- \*\*\* Checking if email or password correct \*\*\*

else

begin

if NOT EXISTS (select \* from Users with(nolock) where Id = @id and Email = @email)

begin

SET @ERROR = 'God of all shifra! email not correct @#@'

end

if NOT EXISTS (select \* from Users with(nolock) where Id = @id and Password = @password)

begin

if (@ERROR IS NULL or @ERROR = '')

-- linebreaks ->

SET @ERROR = 'God of all shifra! password not correct @#@'

else

SET @ERROR += CHAR(13)+CHAR(10) + 'God of all shifra! password not correct @#@'

end

end

if (@ERROR IS NULL or @ERROR = '')

begin

select top 1 \* from Users with(nolock)

where id = @id

and Email = @email

and Password = @password

end

----can return only integer values -> return the number of books we saved

DECLARE @UsersCount int

SELECT @UsersCount = count(\*) FROM Book

RETURN @UsersCount

END

ALTER PROCEDURE [dbo].[**ShowFromUser\_UserFromSpecificEmail**]

@email nvarchar(50),

@ERROR nvarchar(500) OUT

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if Email exist \*\*\*

if NOT EXISTS (select \* from Users with(nolock) where Email = @email)

begin

SET @ERROR = 'God of all shifra! email not found @#@'

end

else

begin

select top 1 \* from Users with(nolock)

where Email = @email

end

----can return only integer values -> return the number of books we saved

DECLARE @UsersCount int

SELECT @UsersCount = count(\*) FROM Book

RETURN @UsersCount

END

ALTER PROCEDURE [dbo].[**ShowFromUser\_UserFromSpecificId**]

@id nchar(13),

@ERROR nvarchar(500) OUT

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if borrows exist \*\*\*

if NOT EXISTS (select \* from Users with(nolock) where Id = @id)

begin

SET @ERROR = 'God of all shifra! id not found @#@'

end

else

begin

select top 1 \* from Users with(nolock)

where Id = @id

end

----can return only integer values -> return the number of books we saved

DECLARE @UsersCount int

SELECT @UsersCount = count(\*) FROM Book

RETURN @UsersCount

END

ALTER PROCEDURE [dbo].[**ShowFromUser\_UserFromSpecificPassword**]

@password nchar(10),

@ERROR nvarchar(500) OUT

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if borrows exist \*\*\*

if NOT EXISTS (select \* from Users with(nolock) where Password = @password)

begin

SET @ERROR = 'God of all shifra! password not found @#@'

end

else

begin

select top 1 \* from Users with(nolock)

where Password = @password

end

----can return only integer values -> return the number of books we saved

DECLARE @UsersCount int

SELECT @UsersCount = count(\*) FROM Book

RETURN @UsersCount

END

ALTER PROCEDURE [dbo].[**ShowFromUser\_UsersFromFirstName**]

@firstName nvarchar(20),

@ERROR nvarchar(500) OUT

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if First Name exist \*\*\*

if NOT EXISTS (select \* from Users with(nolock) where FirstName like '%'+@firstName+'%')

begin

SET @ERROR = 'God of all shifra! name not found @#@'

end

else

begin

select \* from Users with(nolock)

where FirstName like '%'+@firstName+'%'

end

----can return only integer values -> return the number of books we saved

DECLARE @UsersCount int

SELECT @UsersCount = count(\*) FROM Book

RETURN @UsersCount

END

ALTER PROCEDURE [dbo].[**ShowFromUser\_UsersFromLastName**]

@lastName nvarchar(20),

@ERROR nvarchar(500) OUT

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if Last Name exist \*\*\*

if NOT EXISTS (select \* from Users with(nolock) where LastName like '%'+@lastName+'%')

begin

SET @ERROR = 'God of all shifra! name not found @#@'

end

else

begin

select \* from Users with(nolock)

where LastName like '%'+@lastName+'%'

end

----can return only integer values -> return the number of books we saved

DECLARE @UsersCount int

SELECT @UsersCount = count(\*) FROM Book

RETURN @UsersCount

END

ALTER PROCEDURE [dbo].[**ShowFromUser\_UsersFromName]**

@firstName nvarchar(20),

@lastName nvarchar(20),

@ERROR nvarchar(500) OUT

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if name exist \*\*\*

if NOT EXISTS (select \* from Users with(nolock) where FirstName like '%'+@lastName+'%' and LastName like '%'+@lastName+'%')

begin

SET @ERROR = 'God of all shifra! name not found @#@'

end

else

begin

select \* from Users with(nolock)

where FirstName like '%'+@lastName+'%' and LastName like '%'+@lastName+'%'

end

----can return only integer values -> return the number of books we saved

DECLARE @UsersCount int

SELECT @UsersCount = count(\*) FROM Book

RETURN @UsersCount

END

ALTER PROCEDURE [dbo].[**updateSelectedBook**]

-- parameters for the new book

(@updateBook\_Code nchar(13),

@updateBook\_Title nvarchar(20),

@updateBook\_FirstName\_Author nvarchar(20) ,

@updateBook\_LastName\_Author nvarchar(20),

@updateBook\_PublicationDate date,

@updateBook\_Category nvarchar(25),

@updateBook\_SecondaryCategory nvarchar(35) = null,

@ERROR nvarchar(500) OUT

)

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if the code does not exist \*\*\*

if Not EXISTS(select top 1 \* from Book with(nolock) where Code = @updateBook\_Code)

begin

SET @ERROR = 'Sorry, no book with this code was found :<'

end

else

begin

--~~ We will go into in-depth tests ~~

set @ERROR = [dbo].[Validation\_CheckBook](@updateBook\_Code,@updateBook\_Title,@updateBook\_FirstName\_Author,@updateBook\_LastName\_Author,@updateBook\_PublicationDate,@updateBook\_Category,@updateBook\_SecondaryCategory)

if(@ERROR IS NULL or @ERROR = '')

begin

set rowcount 1

UPDATE Book

Set Title = @updateBook\_Title,

FirstName\_Author = @updateBook\_FirstName\_Author,

LastName\_Author = @updateBook\_LastName\_Author,

PublicationDate = @updateBook\_PublicationDate,

Category = @updateBook\_Category,

SecondaryCategory = @updateBook\_SecondaryCategory

Where Code = @updateBook\_Code

set rowcount 0

end

end

END

ALTER PROCEDURE [dbo].[**updateSelectedBorrow**]

-- parameters for the new book

(@updateCode nchar(13),

@updateId nchar(9),

@ERROR nvarchar(500) OUT )

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if the borrow with the same values already exists \*\*\*

if Not EXISTS(select top 1 \* from Borrows with(nolock) where Code = @updateCode)

begin

SET @ERROR = 'I am the number 1 producer of the loans, and unfortunately there is no such borrow :O' + CHAR(13)+CHAR(10)

end

else

begin

--~~ We will go into in-depth tests ~~

set @ERROR = [dbo].[Validation\_CheckBorrow](@updateCode, @updateId)

if(@ERROR IS NULL or @ERROR = '')

begin

set rowcount 1

UPDATE Borrows

Set id = @updateId

Where Code = @updateCode

set rowcount 0

end

end

END

ALTER PROCEDURE [dbo].[**updateSelectedExistingCategory**]

-- parameters for the new book

(@currentCategory nvarchar(25),

@currentSecondaryCategory nvarchar(35),

@updateCategory nvarchar(25),

@updateSecondaryCategory nvarchar(35),

@ERROR nvarchar(500) OUT )

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if the Category does not exist \*\*\*

if Not EXISTS(select top 1 \* from ExistingCategories with(nolock) where Category = @currentCategory and SecondaryCategory = @currentSecondaryCategory)

begin

SET @ERROR = 'No such categories were found :L' + CHAR(13)+CHAR(10)

end

-- -- \*\*\* Check for values:

-- --- only letters category \*\*\*

else

begin

--~~ We will go into in-depth tests ~~

set @ERROR = [dbo].[Validation\_CheckExistingCategories](@updateCategory,@updateSecondaryCategory)

if(@ERROR IS NULL or @ERROR = '')

begin

-- Since all values are keys

--To know which values to change

--We change all the key fields that currently exist to new ones

set rowcount 1

UPDATE ExistingCategories

Set Category = @updateCategory,

SecondaryCategory = @updateSecondaryCategory

Where Category = @currentCategory and SecondaryCategory = @currentSecondaryCategory

set rowcount 0

end

end

END

ALTER PROCEDURE [dbo].[**updateSelectedUser**]

-- parameters for the new book

(@updateUser\_id nchar(9),

@updateUser\_FirstName nvarchar(20),

@updateUser\_LastName nvarchar(20) ,

@updateUser\_Type bit,

@updateUser\_Email nvarchar(20),

@updateUser\_Password nchar(10),

@ERROR nvarchar(500) OUT

)

AS

BEGIN

--message that indicates the number of rows

--that are affected by the T-SQL statement

--is not returned as part of the results.

SET NOCOUNT ON;

-- \*\*\* Checking if the id does not exist \*\*\*

if Not EXISTS(select top 1 \* from Users with(nolock) where Id = @updateUser\_id)

begin

SET @ERROR = 'Sorry, no user with this id was found :<'

end

else

begin

--~~ We will go into in-depth tests ~~

set @ERROR = [dbo].[Validation\_CheckUser](@updateUser\_id,@updateUser\_FirstName,@updateUser\_LastName,@updateUser\_Type,@updateUser\_Email,@updateUser\_Password)

if(@ERROR IS NULL or @ERROR = '')

begin

set rowcount 1

UPDATE Users

Set FirstName = @updateUser\_FirstName,

LastName = @updateUser\_LastName,

Type = @updateUser\_Type,

Email = @updateUser\_Email,

Password = @updateUser\_Password

Where Id = @updateUser\_id

set rowcount 0

end

end

END

# צד C# - data access layer:
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## **DataContext:**

**AppConfiguration.cs:**

using Microsoft.Extensions.Configuration;

public class AppConfiguration

{

// We will create a class that receives a connection path to the database dynamically,

//according to the main folder path

public AppConfiguration()

{

// There can be a situation where the library will be used and the path will not be to windows app, i.e. build

try

{

ConfigurationBuilder configBuildr = new ConfigurationBuilder();

//the url end at bin\Debug\net6.0-windows\ -> want parent

DirectoryInfo pathToApp = Directory.GetParent(Directory.GetCurrentDirectory())!.Parent!.Parent!;

string path = Path.Combine(pathToApp!.FullName, "appsettings.json");

configBuildr.AddJsonFile(path, false); // Not Optional Mast Be There

IConfigurationRoot root = configBuildr.Build();

IConfigurationSection appSeting = root.GetSection("ConnectionStrings:DefaultConnestion");

sqlConectionString = appSeting.Value;

}

catch (Exception ex)

{

sqlConectionString = "";

Console.WriteLine(ex.Message);

}

}

public string sqlConectionString { get; set; }

}

## **GeneralSettingsForSQL:**

**ParamData.cs:**

using System.Data;

using System.Runtime.InteropServices;

// We create structure to display the structure of a parameter ->

// { parameter name, parameter value , parameter direction, size and data type }

public struct ParamData

{

public string pName;

public SqlDbType pDataType;

public object? pValue; // can be number , string , date

public ParameterDirection pDirection;

public int? pSize;

public ParamData(string pName, SqlDbType pDataType, object? pValue, ParameterDirection pDirection, [OptionalAttribute] int? size)

{

this.pName = pName;

this.pDataType = pDataType;

this.pValue = pValue;

this.pDirection = pDirection;

this.pSize = size;

}

}

**StoredProcedure.cs:**

using System.Data;

using System.Runtime.InteropServices;

//A class that will represent a procedure,

//with a list of parameters and the name of the procedure

public class StoredProcedure

{

List<ParamData> sParams;

public string ProcName;

public StoredProcedure()

{

sParams = new List<ParamData>();

ProcName = "";

}

public void SetParam(string pName, SqlDbType pDataType, object? pValue, ParameterDirection pDirection, [OptionalAttribute] int? pSize)

{

ParamData pData = new ParamData(pName, pDataType, pValue, pDirection, pSize);

sParams.Add(pData);

}

//We will add a function to get the

//list of parameters, parameter by name

public List<ParamData>? GetParams()

{

if (sParams.Count != 0)

{

return sParams;

}

else

{

return null;

}

}

public ParamData? GetParamByName(string pNameGet)

{

if (sParams.Count != 0)

{

foreach (ParamData pData in sParams)

{

if (pData.pName == pNameGet)

{

return pData;

}

}

return null;

}

else

{

return null;

}

}

}

**StoredProcedureCollection.cs:**

//We will create a class that will be a collection

//of procedures that we will define,

//with add and remove functions as needed

public class StoredProcedureCollection

{

public List<StoredProcedure> listStoredProcedures;

public StoredProcedureCollection()

{

listStoredProcedures = new List<StoredProcedure>();

}

public void add(StoredProcedure value)

{

listStoredProcedures.Add(value);

}

public void remove(int index)

{

if (index > listStoredProcedures.Count - 1 || index < 0)

{

Console.WriteLine("No data to remove");

}

else

{

listStoredProcedures.RemoveAt(index);

}

}

//In addition there will be a function to receive a specific procedure

public StoredProcedure getProcedureByIndex(int Index)

{

//return (StoredProcedure)listStoredProcedures[Index];

return listStoredProcedures[Index];

}

}

**StoredProcedureCollection.cs:**

using System.Collections;using System.Data;using System.Data.SqlClient;

public class Execute

{

// return -> error message / boolean ( true )

public static object ExecuteSps(StoredProcedureCollection spCollection, SqlConnection Connection)

{

try

{

// Go over the procedures to be performed

foreach (StoredProcedure spData in spCollection.listStoredProcedures)

{

SqlCommand cmd = new SqlCommand();

if (Connection.State != ConnectionState.Open)

Connection.Open();

cmd.Connection = Connection;

cmd.CommandType = CommandType.StoredProcedure;

cmd.CommandText = spData.ProcName;

//Go over the parameters of the procedure

IEnumerator myEnumerator = spData.GetParams()!.GetEnumerator();

int i = 0;

while (myEnumerator.MoveNext())

{

ParamData pData = (ParamData)myEnumerator.Current;

cmd.Parameters.Add(pData.pName, pData.pDataType);

cmd.Parameters[i].Value = pData.pValue;

cmd.Parameters[i].Direction = pData.pDirection;

if (pData.pSize.HasValue)

cmd.Parameters[i].Size = (int)pData.pSize;

i++;

}

//Carrying out the procedure and checking

//whether there was an error during the execution

SqlDataReader dr = cmd.ExecuteReader();

if (cmd.Parameters["@ERROR"].Value != null && cmd.Parameters["@ERROR"].Value.ToString()!.Length > 0)

{

string message = (string)cmd.Parameters["@ERROR"].Value;

// We'll close the connection path so you can read more procedures

Connection.Close();

return message;

}

//Checking if there is data

else if (dr.HasRows)

{

SqlDataReader sqlDataReader = (SqlDataReader)dr;

var dataTable = new DataTable();

dataTable.Load(sqlDataReader);

Connection.Close();

return dataTable;

}

}

//Closing the database connection

Connection.Close();

return true;

}

catch (Exception exc)

{

return exc.Message;

}

}

}

## **Entities:**

using System.ComponentModel.DataAnnotations;

using System.ComponentModel.DataAnnotations.Schema;

public class Book

{

[Key]

[StringLength(13)]

public string Code { get; set; }

[Required]

[Column(TypeName = "nvarchar(20)")]

[MaxLength(20)]

public string Title { get; set; }

[Required]

[Column(TypeName = "nvarchar(20)")]

[MaxLength(20)]

public string FirstName\_Author { get; set; }

[Required]

[Column(TypeName = "nvarchar(20)")]

[MaxLength(20)]

public string LastName\_Author { get; set; }

[Required]

public DateTime PublicationDate { get; set; }

[Required]

[Column(TypeName = "nvarchar(25)")]

[MaxLength(25)]

public string Category { get; set; }

[Column(TypeName = "nvarchar(35)")]

[MaxLength(35)]

public string SecondaryCategory { get; set; }

public ICollection<Borrow> borrows { get; set; }

}

public class Borrow

{

[Key]

[Column(Order = 1)]

[ForeignKey("Book")]

[StringLength(13)]

public string Code { get; set; }

public Book Book { get; set; }

[Required]

[Column(Order = 2)]

[ForeignKey("User")]

[StringLength(9)]

public string Id { get; set; }

public User User { get; set; }

}

public class ExistingCategory

{

[Index("CI\_Category", IsClustered = true)]

[Key]

[Column(Order = 1, TypeName = "nvarchar(25)")]

[MaxLength(25)]

public string Category { get; set; }

[Key]

[Column(Order = 1 ,TypeName = "nvarchar(35)")]

[MaxLength(35)]

public string SecondaryCategory { get; set; }

}

public struct Server\_Error

{

public string? typeRequest { get; set; }

public string? description { get; set; }

public string? errorTime { get; set; }

}

using System.ComponentModel.DataAnnotations;

using System.ComponentModel.DataAnnotations.Schema;

public class User

{

[Key]

[Column(TypeName = "nchar(9)")]

[StringLength(9)]

public string Id { get; set; }

[Required]

[Column(TypeName = "nvarchar(20)")]

[MaxLength(20)]

public string FirstName { get; set; }

[Required]

[Column(TypeName = "nvarchar(20)")]

[MaxLength(20)]

public string LastName { get; set; }

[Required]

// SQL Server (Type) -> data type = bit

public bool Type { get; set; }

[Required]

[Column(TypeName = "nvarchar(50)")]

[MaxLength(50)]

public string Email { get; set; }

[Required]

[StringLength(10)]

public string Password { get; set; }

public ICollection<Borrow> borrows { get; set; }

}
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## **Interfaces:**

public interface IBook

{

// which functions must be used at sql

public object addNewBook(Book newBook);

public object deleteSelectedBook(string selectedCode);

public object getBooks();

public object ShowFromBook\_BookFromSpecificCode(string code);

public object ShowFromBook\_BooksFromCategory(string category);

public object ShowFromBook\_BooksFromFirstName\_Author(string firstName\_Author);

public object ShowFromBook\_BooksFromLastName\_Author(string lastName\_Author);

public object ShowFromBook\_BooksFromName\_Author(string firstName\_Author, string lastName\_Author);

public object ShowFromBook\_BooksFromPublicationYear(int publicationYear);

public object ShowFromBook\_BooksFromTitle(string title);

public object updateSelectedBook(Book updateBook);

}

public interface IBorrow

{

// which functions must be used at sql

public object addNewBorrow(Borrow newBorrow);

public object deleteSelectedBorrow(string selectedCode);

public object getBorrows();

public object ShowFromBorrow\_byUserCheckType(bool type, string id);

public object ShowFromBorrow\_SpecificBook(string codeBook);

public object ShowFromBorrow\_UserBorrows(string idUser);

public object updateSelectedBorrow(Borrow updateBorrow);

}

public interface IExistingCategory

{

// which functions must be used at sql

public object addNewExistingCategory(ExistingCategory newExistingCategory);

public object deleteSelectedExistingCategory(ExistingCategory selectedExistingCategory);

public object getExistingCategories();

public object ShowFromExistingCategories\_SubcategoryFromSpecificCategory(string category);

public object ShowFromExistingCategories\_SubcategoryFromCategory(string category);

public object updateSelectedExistingCategory(ExistingCategory currentExistingCategory, ExistingCategory updateExistingCategory);

}

public interface IUser

{

// which functions must be used at sql

public object addNewUser(User newUser);

public object deleteSelectedUser(string selectedId);

public object getUsers();

public object ShowFromUser\_UserFromSpecific\_Id\_Email\_Password(string id, string email, string password);

public object ShowFromUser\_UserFromSpecificEmail(string email);

public object ShowFromUser\_UserFromSpecificId(string id);

public object ShowFromUser\_UserFromSpecificPassword (string password);

public object ShowFromUser\_UsersFromFirstName(string firstName);

public object ShowFromUser\_UsersFromLastName(string lastName);

public object ShowFromUser\_UsersFromName(string firstName, string lastName);

public object updateSelectedUser(User updateUser);

}

## **StoredProcedures:**

**BookStoredProcedures.cs:**

using DataAccessLayer.DataContext;

using DataAccessLayer.Interfaces;

using System.Data.SqlClient;

using DataAccessLayer.Entities;

using System.Data;

using DataAccessLayer.GeneralSettingsForSQL;

public class BookStoredProcedures : IBook

{

//We will connect to the database and run procedures

private AppConfiguration settings { get; set; }

private SqlConnection connection { get; set; }

public BookStoredProcedures()

{

settings = new AppConfiguration();

connection = new SqlConnection();

connection.ConnectionString = settings.sqlConectionString;

}

public object addNewBook(Book newBook)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "addNewBook";

spData.SetParam("@newBook\_Code", SqlDbType.NChar, newBook.Code, ParameterDirection.Input);

spData.SetParam("@newBook\_Title", SqlDbType.NVarChar, newBook.Title, ParameterDirection.Input);

spData.SetParam("@newBook\_FirstName\_Author", SqlDbType.NVarChar, newBook.FirstName\_Author, ParameterDirection.Input);

spData.SetParam("@newBook\_LastName\_Author", SqlDbType.NVarChar, newBook.LastName\_Author, ParameterDirection.Input);

spData.SetParam("@newBook\_PublicationDate", SqlDbType.DateTime, newBook.PublicationDate, ParameterDirection.Input);

spData.SetParam("@newBook\_Category", SqlDbType.NVarChar, newBook.Category, ParameterDirection.Input);

spData.SetParam("@newBook\_SecondaryCategory", SqlDbType.NVarChar, newBook.SecondaryCategory, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

public object deleteSelectedBook(string selectedCode)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "deleteSelectedBook";

spData.SetParam("@selectedBook\_Code", SqlDbType.NChar, selectedCode, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

public object getBooks()

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "getBooks";

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

public object ShowFromBook\_BookFromSpecificCode(string code)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "ShowFromBook\_BookFromSpecificCode";

spData.SetParam("@code", SqlDbType.NChar, code, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

public object ShowFromBook\_BooksFromCategory(string category)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "ShowFromBook\_BooksFromCategory";

spData.SetParam("@category", SqlDbType.NVarChar, category, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

public object ShowFromBook\_BooksFromFirstName\_Author(string firstName\_Author)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "ShowFromBook\_BooksFromFirstName\_Author";

spData.SetParam("@firstName\_Author", SqlDbType.NVarChar, firstName\_Author, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

public object ShowFromBook\_BooksFromLastName\_Author(string lastName\_Author)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "ShowFromBook\_BooksFromLastName\_Author";

spData.SetParam("@lastName\_Author", SqlDbType.NVarChar, lastName\_Author, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

public object ShowFromBook\_BooksFromName\_Author(string firstName\_Author, string lastName\_Author)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "ShowFromBook\_BooksFromName\_Author";

spData.SetParam("@firstName\_Author", SqlDbType.NVarChar, firstName\_Author, ParameterDirection.Input);

spData.SetParam("@lastName\_Author", SqlDbType.NVarChar, lastName\_Author, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

public object ShowFromBook\_BooksFromPublicationYear(int publicationYear)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "ShowFromBook\_BooksFromPublicationYear";

spData.SetParam("@publicationYear", SqlDbType.Int, publicationYear, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

public object ShowFromBook\_BooksFromTitle(string title)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "ShowFromBook\_BooksFromTitle";

spData.SetParam("@title", SqlDbType.NVarChar, title, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

public object updateSelectedBook(Book updateBook)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "updateSelectedBook";

spData.SetParam("@updateBook\_Code", SqlDbType.NChar, updateBook.Code, ParameterDirection.Input);

spData.SetParam("@updateBook\_Title", SqlDbType.NVarChar, updateBook.Title, ParameterDirection.Input);

spData.SetParam("@updateBook\_FirstName\_Author", SqlDbType.NVarChar, updateBook.FirstName\_Author, ParameterDirection.Input);

spData.SetParam("@updateBook\_LastName\_Author", SqlDbType.NVarChar, updateBook.LastName\_Author, ParameterDirection.Input);

spData.SetParam("@updateBook\_PublicationDate", SqlDbType.DateTime, updateBook.PublicationDate, ParameterDirection.Input);

spData.SetParam("@updateBook\_Category", SqlDbType.NVarChar, updateBook.Category, ParameterDirection.Input);

spData.SetParam("@updateBook\_SecondaryCategory", SqlDbType.NVarChar, updateBook.SecondaryCategory, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

}

public object getBooks()

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "getBooks";

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

public object ShowFromBook\_BookFromSpecificCode(string code)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "ShowFromBook\_BookFromSpecificCode";

spData.SetParam("@code", SqlDbType.NChar, code, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

public object ShowFromBook\_BooksFromCategory(string category)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "ShowFromBook\_BooksFromCategory";

spData.SetParam("@category", SqlDbType.NVarChar, category, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

public object ShowFromBook\_BooksFromFirstName\_Author(string firstName\_Author)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "ShowFromBook\_BooksFromFirstName\_Author";

spData.SetParam("@firstName\_Author", SqlDbType.NVarChar, firstName\_Author, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

public object ShowFromBook\_BooksFromLastName\_Author(string lastName\_Author)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "ShowFromBook\_BooksFromLastName\_Author";

spData.SetParam("@lastName\_Author", SqlDbType.NVarChar, lastName\_Author, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

public object ShowFromBook\_BooksFromName\_Author(string firstName\_Author, string lastName\_Author)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "ShowFromBook\_BooksFromName\_Author";

spData.SetParam("@firstName\_Author", SqlDbType.NVarChar, firstName\_Author, ParameterDirection.Input);

spData.SetParam("@lastName\_Author", SqlDbType.NVarChar, lastName\_Author, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

public object ShowFromBook\_BooksFromPublicationYear(int publicationYear)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "ShowFromBook\_BooksFromPublicationYear";

spData.SetParam("@publicationYear", SqlDbType.Int, publicationYear, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

public object ShowFromBook\_BooksFromTitle(string title)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "ShowFromBook\_BooksFromTitle";

spData.SetParam("@title", SqlDbType.NVarChar, title, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

public object updateSelectedBook(Book updateBook)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "updateSelectedBook";

spData.SetParam("@updateBook\_Code", SqlDbType.NChar, updateBook.Code, ParameterDirection.Input);

spData.SetParam("@updateBook\_Title", SqlDbType.NVarChar, updateBook.Title, ParameterDirection.Input);

spData.SetParam("@updateBook\_FirstName\_Author", SqlDbType.NVarChar, updateBook.FirstName\_Author, ParameterDirection.Input);

spData.SetParam("@updateBook\_LastName\_Author", SqlDbType.NVarChar, updateBook.LastName\_Author, ParameterDirection.Input);

spData.SetParam("@updateBook\_PublicationDate", SqlDbType.DateTime, updateBook.PublicationDate, ParameterDirection.Input);

spData.SetParam("@updateBook\_Category", SqlDbType.NVarChar, updateBook.Category, ParameterDirection.Input);

spData.SetParam("@updateBook\_SecondaryCategory", SqlDbType.NVarChar, updateBook.SecondaryCategory, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

}

public object ShowFromBook\_BooksFromName\_Author(string firstName\_Author, string lastName\_Author)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "ShowFromBook\_BooksFromName\_Author";

spData.SetParam("@firstName\_Author", SqlDbType.NVarChar, firstName\_Author, ParameterDirection.Input);

spData.SetParam("@lastName\_Author", SqlDbType.NVarChar, lastName\_Author, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

public object ShowFromBook\_BooksFromPublicationYear(int publicationYear)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "ShowFromBook\_BooksFromPublicationYear";

spData.SetParam("@publicationYear", SqlDbType.Int, publicationYear, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

public object ShowFromBook\_BooksFromTitle(string title)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "ShowFromBook\_BooksFromTitle";

spData.SetParam("@title", SqlDbType.NVarChar, title, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

public object updateSelectedBook(Book updateBook)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "updateSelectedBook";

spData.SetParam("@updateBook\_Code", SqlDbType.NChar, updateBook.Code, ParameterDirection.Input);

spData.SetParam("@updateBook\_Title", SqlDbType.NVarChar, updateBook.Title, ParameterDirection.Input);

spData.SetParam("@updateBook\_FirstName\_Author", SqlDbType.NVarChar, updateBook.FirstName\_Author, ParameterDirection.Input);

spData.SetParam("@updateBook\_LastName\_Author", SqlDbType.NVarChar, updateBook.LastName\_Author, ParameterDirection.Input);

spData.SetParam("@updateBook\_PublicationDate", SqlDbType.DateTime, updateBook.PublicationDate, ParameterDirection.Input);

spData.SetParam("@updateBook\_Category", SqlDbType.NVarChar, updateBook.Category, ParameterDirection.Input);

spData.SetParam("@updateBook\_SecondaryCategory", SqlDbType.NVarChar, updateBook.SecondaryCategory, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

}

**BorrowStoredProcedures.cs**

using DataAccessLayer.Interfaces;

using DataAccessLayer.DataContext;

using System.Data;

using System.Data.SqlClient;

using DataAccessLayer.Entities;

using DataAccessLayer.GeneralSettingsForSQL;

public class BorrowStoredProcedures : IBorrow

{

//We will connect to the database and run procedures

private AppConfiguration settings { get; set; }

private SqlConnection connection { get; set; }

public BorrowStoredProcedures()

{

settings = new AppConfiguration();

connection = new SqlConnection();

connection.ConnectionString = settings.sqlConectionString;

}

public object addNewBorrow(Borrow newBorrow)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "addNewBorrow";

spData.SetParam("@newBorrow\_Code", SqlDbType.NChar, newBorrow.Code, ParameterDirection.Input);

spData.SetParam("@newBorrow\_Id", SqlDbType.NChar, newBorrow.Id, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

public object deleteSelectedBorrow(string selectedCode)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "deleteSelectedBorrow";

spData.SetParam("@selectedCode", SqlDbType.NVarChar, selectedCode, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

public object getBorrows()

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "getBorrows";

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

public object ShowFromBorrow\_byUserCheckType(bool type, string id)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "ShowFromBorrow\_byUserCheckType";

spData.SetParam("@type", SqlDbType.Bit, type, ParameterDirection.Input);

spData.SetParam("@id", SqlDbType.NChar, id, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

public object ShowFromBorrow\_SpecificBook(string codeBook)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "ShowFromBorrow\_SpecificBook";

spData.SetParam("@codeBook", SqlDbType.NChar, codeBook, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

public object ShowFromBorrow\_UserBorrows(string idUser)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "ShowFromBorrow\_User'sBorrows";

spData.SetParam("@idUser", SqlDbType.NChar, idUser, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

public object updateSelectedBorrow(Borrow updateBorrow)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "updateSelectedBorrow";

spData.SetParam("@updateCode", SqlDbType.NChar, updateBorrow.Code, ParameterDirection.Input);

spData.SetParam("@updateId", SqlDbType.NChar, updateBorrow.Id, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

}

C

public object ShowFromBorrow\_byUserCheckType(bool type, string id)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "ShowFromBorrow\_byUserCheckType";

spData.SetParam("@type", SqlDbType.Bit, type, ParameterDirection.Input);

spData.SetParam("@id", SqlDbType.NChar, id, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

public object ShowFromBorrow\_SpecificBook(string codeBook)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "ShowFromBorrow\_SpecificBook";

spData.SetParam("@codeBook", SqlDbType.NChar, codeBook, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

public object ShowFromBorrow\_UserBorrows(string idUser)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "ShowFromBorrow\_User'sBorrows";

spData.SetParam("@idUser", SqlDbType.NChar, idUser, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

public object updateSelectedBorrow(Borrow updateBorrow)

{

if (connection.State != ConnectionState.Open)

connection.Open();

StoredProcedureCollection spCollection = new StoredProcedureCollection();

StoredProcedure spData = new StoredProcedure();

spData.ProcName = "updateSelectedBorrow";

spData.SetParam("@updateCode", SqlDbType.NChar, updateBorrow.Code, ParameterDirection.Input);

spData.SetParam("@updateId", SqlDbType.NChar, updateBorrow.Id, ParameterDirection.Input);

spData.SetParam("@ERROR", SqlDbType.NVarChar, "", ParameterDirection.InputOutput, 500);

spCollection.add(spData);

return Execute.ExecuteSps(spCollection, connection);

}

}

# צד C# - BusinessLogicLayer:
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## **ActionFiles:**

**FileError.cs**

using DataAccessLayer.Entities;

using Newtonsoft.Json;

public class FileError

{

string directoryPath { get; set; }

string filePath { get; set; }

public FileError()

{

//PresentionLayer

DirectoryInfo pathToApp = Directory.GetParent(Directory.GetCurrentDirectory())!.Parent!.Parent!;

directoryPath = Path.Combine(pathToApp.FullName, "Files");

filePath = Path.Combine(directoryPath, "Errors.txt");

}

//// Create textWriter to add and read errors to file

public void addError(string type, string desc)

{

TextWriter txt = new StreamWriter(filePath, append: true);

Server\_Error newServerErrorObj = new Server\_Error()

{

typeRequest = type,

description = desc,

errorTime = DateTime.Now.ToString("dd'-'MM'-'yyyy' 'HH':'mm':'ss")

};

string newServerErrorStr = JsonConvert.SerializeObject(newServerErrorObj);

txt.WriteLine(newServerErrorStr);

txt.Close();

}

public void getErrors()

{

string[] lines = { };

lines = System.IO.File.ReadAllLines(filePath);

List<Server\_Error> errors = new List<Server\_Error>();

foreach (string line in lines)

{

errors.Add(JsonConvert.DeserializeObject<Server\_Error>(line)!);

}

}

}
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## **StoredProceduresLogic:**

**BookLogic.cs**

using DataAccessLayer.Entities;

using DataAccessLayer.Interfaces;

using BusinessLogicLayer.actionFiles;

using BusinessLogicLayer.Validation;

using System.Data;

public class BookLogic

{

// We will implement the functions we defined

// in the "DataAccessLayer" and check the results

private IBook \_IBook = new DataAccessLayer.StoredProcedures.BookStoredProcedures();

private FileError \_fileError = new FileError();

public object addNewBook(Book newBook)

{

#region Checking the correct input

string? checkBook = Validation\_CheckBook.checkBook(newBook);

if (checkBook != null)

{

return checkBook;

}

#endregion

#region Query execution

try

{

object result = \_IBook.addNewBook(newBook);

// check if return true / message

if (result.GetType() != typeof(Boolean))

{

return Validation\_General.insertErr("", result.ToString()!, "SQL Exception");

}

else

return "Book successfully added !";

}

catch (Exception ex)

{

return Validation\_General.insertErr("", ex.Message, "Server Exception");

}

#endregion

}

public object deleteSelectedBook(string selectedCode)

{

#region Checking the correct input

string? checkValid = Validation\_CheckBook.checkCode(selectedCode);

if (checkValid != null)

{

return Validation\_General.insertErr("", checkValid, "Client Exception");

}

#endregion

#region Query execution

try

{

object result = \_IBook.deleteSelectedBook(selectedCode);

// check if return true / message

if (result.GetType() != typeof(Boolean))

{

return Validation\_General.insertErr("", result.ToString()!, "SQL Exception");

}

else

return "Book successfully deleted !";

}

catch (Exception ex)

{

\_fileError.addError("Server Exception", ex.Message);

return Validation\_General.insertErr("", ex.Message, "Server Exception");

}

#endregion

}

public object getBooks()

{

try

{

object result = \_IBook.getBooks()!;

// check if type of DataTable -> data to show

if (result.GetType() != typeof(DataTable))

{

\_fileError.addError("SQL Exception", result + "");

}

return result;

}

catch (Exception ex)

{

return Validation\_General.insertErr("", ex.Message, "Server Exception");

}

}

public object deleteSelectedBook(string selectedCode)

{

#region Checking the correct input

string? checkValid = Validation\_CheckBook.checkCode(selectedCode);

if (checkValid != null)

{

return Validation\_General.insertErr("", checkValid, "Client Exception");

}

#endregion

#region Query execution

try

{

object result = \_IBook.deleteSelectedBook(selectedCode);

// check if return true / message

if (result.GetType() != typeof(Boolean))

{

return Validation\_General.insertErr("", result.ToString()!, "SQL Exception");

}

else

return "Book successfully deleted !";

}

catch (Exception ex)

{

\_fileError.addError("Server Exception", ex.Message);

return Validation\_General.insertErr("", ex.Message, "Server Exception");

}

#endregion

}

public object getBooks()

{

try

{

object result = \_IBook.getBooks()!;

// check if type of DataTable -> data to show

if (result.GetType() != typeof(DataTable))

{

\_fileError.addError("SQL Exception", result + "");

}

return result;

}

catch (Exception ex)

{

return Validation\_General.insertErr("", ex.Message, "Server Exception");

}

}

public object ShowFromBook\_BookFromSpecificCode(string code)

{

#region Checking the correct input

string? checkValid = Validation\_CheckBook.checkCode(code);

if (checkValid != null)

{

return Validation\_General.insertErr("", checkValid, "Client Exception");

}

#endregion

#region Query execution

try

{

object result = \_IBook.ShowFromBook\_BookFromSpecificCode(code);

// check if type of DataTable -> data to show

if (result.GetType() != typeof(DataTable))

{

\_fileError.addError("SQL Exception", result + "");

}

return result;

}

catch (Exception ex)

{

return Validation\_General.insertErr("", ex.Message, "Server Exception");

}

#endregion

}

public object ShowFromBook\_BooksFromCategory(string category)

{

#region Checking the correct input

string? checkValid = Validation\_General.checkOnlyLetter(category);

if (checkValid != null)

{

return Validation\_General.insertErr("", checkValid, "Client Exception");

}

#endregion

#region Query execution

try

{

object result = \_IBook.ShowFromBook\_BooksFromCategory(category);

// check if type of DataTable -> data to show

if (result.GetType() != typeof(DataTable))

{

\_fileError.addError("SQL Exception", result + "");

}

return result;

}

catch (Exception ex)

{

return Validation\_General.insertErr("", ex.Message, "Server Exception");

}

#endregion

}

public object ShowFromBook\_BooksFromFirstName\_Author(string firstName\_Author)

{

#region Checking the correct input

string? checkValid = Validation\_General.checkOnlyLetter(firstName\_Author);

if (checkValid != null)

{

return Validation\_General.insertErr("", checkValid, "Client Exception");

}

#endregion

#region Query execution

try

{

object result = \_IBook.ShowFromBook\_BooksFromFirstName\_Author(firstName\_Author);

// check if type of DataTable -> data to show

if (result.GetType() != typeof(DataTable))

{

\_fileError.addError("SQL Exception", result + "");

}

return result;

}

catch (Exception ex)

{

return Validation\_General.insertErr("", ex.Message, "Server Exception");

}

#endregion

}

public object ShowFromBook\_BooksFromFirstName\_Author(string firstName\_Author)

{

#region Checking the correct input

string? checkValid = Validation\_General.checkOnlyLetter(firstName\_Author);

if (checkValid != null)

{

return Validation\_General.insertErr("", checkValid, "Client Exception");

}

#endregion

#region Query execution

try

{

object result = \_IBook.ShowFromBook\_BooksFromFirstName\_Author(firstName\_Author);

// check if type of DataTable -> data to show

if (result.GetType() != typeof(DataTable))

{

\_fileError.addError("SQL Exception", result + "");

}

return result;

}

catch (Exception ex)

{

return Validation\_General.insertErr("", ex.Message, "Server Exception");

}

#endregion

}

public object ShowFromBook\_BooksFromLastName\_Author(string lastName\_Author)

{

#region Checking the correct input

string? checkValid = Validation\_General.checkOnlyLetter(lastName\_Author);

if (checkValid != null)

{

return Validation\_General.insertErr("", checkValid, "Client Exception");

}

#endregion

#region Query execution

try

{

object result = \_IBook.ShowFromBook\_BooksFromLastName\_Author(lastName\_Author);

// check if type of DataTable -> data to show

if (result.GetType() != typeof(DataTable))

{

\_fileError.addError("SQL Exception", result + "");

}

return result;

}

catch (Exception ex)

{

return Validation\_General.insertErr("", ex.Message, "Server Exception");

}

#endregion

}

public object ShowFromBook\_BooksFromName\_Author(string firstName\_Author, string lastName\_Author)

{

#region Checking the correct input

string errors = "";

string? checkValid;

checkValid = Validation\_General.checkOnlyLetter(firstName\_Author);

if (checkValid != null)

{

errors = Validation\_General.insertErr("", checkValid, "Client Exception");

}

checkValid = Validation\_General.checkOnlyLetter(lastName\_Author);

if (checkValid != null)

{

errors = Validation\_General.insertErr(errors, checkValid, "Client Exception");

}

if (errors != "")

{ return errors; }

#endregion

#region Query execution

try

{

object result = \_IBook.ShowFromBook\_BooksFromName\_Author(firstName\_Author, lastName\_Author);

// check if type of DataTable -> data to show

if (result.GetType() != typeof(DataTable))

{

\_fileError.addError("SQL Exception", result + "");

}

return result;

}

catch (Exception ex)

{

return Validation\_General.insertErr("", ex.Message, "Server Exception");

}

#endregion

}

public object ShowFromBook\_BooksFromPublicationYear(int publicationYear)

{

#region Checking the correct input

if (publicationYear < 0 || publicationYear > 9999)

{

return Validation\_General.insertErr("", "Do you want to travel in time? This year makes no sense", "Client Exception");

}

#endregion

#region Query execution

try

{

object result = \_IBook.ShowFromBook\_BooksFromPublicationYear(publicationYear);

// check if type of DataTable -> data to show

if (result.GetType() != typeof(DataTable))

{

\_fileError.addError("SQL Exception", result + "");

}

return result;

}

catch (Exception ex)

{

return Validation\_General.insertErr("", ex.Message, "Server Exception");

}

#endregion

}

public object ShowFromBook\_BooksFromTitle(string title)

{

#region Query execution

try

{

object result = \_IBook.ShowFromBook\_BooksFromTitle(title);

// check if type of DataTable -> data to show

if (result.GetType() != typeof(DataTable))

{

\_fileError.addError("SQL Exception", result + "");

}

return result;

}

catch (Exception ex)

{

return Validation\_General.insertErr("", ex.Message, "Server Exception");

}

#endregion

}

public object updateSelectedBook(Book updateBook)

{

#region Checking the correct input

string? checkBook = Validation\_CheckBook.checkBook(updateBook);

if (checkBook != null)

{

return checkBook;

}

#endregion

#region Query execution

try

{

object result = \_IBook.updateSelectedBook(updateBook)!;

// check if return true / message

if (result.GetType() != typeof(Boolean))

{

return Validation\_General.insertErr("", result.ToString()!, "SQL Exception");

}

else

return "Book successfully updated !";

}

catch (Exception ex)

{

return Validation\_General.insertErr("", ex.Message, "Server Exception");

}

#endregion

}

}

public object ShowFromBook\_BooksFromName\_Author(string firstName\_Author, string lastName\_Author)

{

#region Checking the correct input

string errors = "";

string? checkValid;

checkValid = Validation\_General.checkOnlyLetter(firstName\_Author);

if (checkValid != null)

{

errors = Validation\_General.insertErr("", checkValid, "Client Exception");

}

checkValid = Validation\_General.checkOnlyLetter(lastName\_Author);

if (checkValid != null)

{

errors = Validation\_General.insertErr(errors, checkValid, "Client Exception");

}

if (errors != "")

{ return errors; }

#endregion

#region Query execution

try

{

object result = \_IBook.ShowFromBook\_BooksFromName\_Author(firstName\_Author, lastName\_Author);

// check if type of DataTable -> data to show

if (result.GetType() != typeof(DataTable))

{

\_fileError.addError("SQL Exception", result + "");

}

return result;

}

catch (Exception ex)

{

return Validation\_General.insertErr("", ex.Message, "Server Exception");

}

#endregion

}

public object ShowFromBook\_BooksFromPublicationYear(int publicationYear)

{

#region Checking the correct input

if (publicationYear < 0 || publicationYear > 9999)

{

return Validation\_General.insertErr("", "Do you want to travel in time? This year makes no sense", "Client Exception");

}

#endregion

#region Query execution

try

{

object result = \_IBook.ShowFromBook\_BooksFromPublicationYear(publicationYear);

// check if type of DataTable -> data to show

if (result.GetType() != typeof(DataTable))

{

\_fileError.addError("SQL Exception", result + "");

}

return result;

}

catch (Exception ex)

{

return Validation\_General.insertErr("", ex.Message, "Server Exception");

}

#endregion

}

public object ShowFromBook\_BooksFromTitle(string title)

{

#region Query execution

try

{

object result = \_IBook.ShowFromBook\_BooksFromTitle(title);

// check if type of DataTable -> data to show

if (result.GetType() != typeof(DataTable))

{

\_fileError.addError("SQL Exception", result + "");

}

return result;

}

catch (Exception ex)

{

return Validation\_General.insertErr("", ex.Message, "Server Exception");

}

#endregion

}

public object updateSelectedBook(Book updateBook)

{

#region Checking the correct input

string? checkBook = Validation\_CheckBook.checkBook(updateBook);

if (checkBook != null)

{

return checkBook;

}

#endregion

#region Query execution

try

{

object result = \_IBook.updateSelectedBook(updateBook)!;

// check if return true / message

if (result.GetType() != typeof(Boolean))

{

return Validation\_General.insertErr("", result.ToString()!, "SQL Exception");

}

else

return "Book successfully updated !";

}

catch (Exception ex)

{

return Validation\_General.insertErr("", ex.Message, "Server Exception");

}

#endregion

}

}

public object ShowFromBook\_BooksFromPublicationYear(int publicationYear)

{

#region Checking the correct input

if (publicationYear < 0 || publicationYear > 9999)

{

return Validation\_General.insertErr("", "Do you want to travel in time? This year makes no sense", "Client Exception");

}

#endregion

#region Query execution

try

{

object result = \_IBook.ShowFromBook\_BooksFromPublicationYear(publicationYear);

// check if type of DataTable -> data to show

if (result.GetType() != typeof(DataTable))

{

\_fileError.addError("SQL Exception", result + "");

}

return result;

}

catch (Exception ex)

{

return Validation\_General.insertErr("", ex.Message, "Server Exception");

}

#endregion

}

public object ShowFromBook\_BooksFromTitle(string title)

{

#region Query execution

try

{

object result = \_IBook.ShowFromBook\_BooksFromTitle(title);

// check if type of DataTable -> data to show

if (result.GetType() != typeof(DataTable))

{

\_fileError.addError("SQL Exception", result + "");

}

return result;

}

catch (Exception ex)

{

return Validation\_General.insertErr("", ex.Message, "Server Exception");

}

#endregion

}

public object updateSelectedBook(Book updateBook)

{

#region Checking the correct input

string? checkBook = Validation\_CheckBook.checkBook(updateBook);

if (checkBook != null)

{

return checkBook;

}

#endregion

#region Query execution

try

{

object result = \_IBook.updateSelectedBook(updateBook)!;

// check if return true / message

if (result.GetType() != typeof(Boolean))

{

return Validation\_General.insertErr("", result.ToString()!, "SQL Exception");

}

else

return "Book successfully updated !";

}

catch (Exception ex)

{

return Validation\_General.insertErr("", ex.Message, "Server Exception");

}

#endregion

}

}

public object updateSelectedBook(Book updateBook)

{

#region Checking the correct input

string? checkBook = Validation\_CheckBook.checkBook(updateBook);

if (checkBook != null)

{

return checkBook;

}

#endregion

#region Query execution

try

{

object result = \_IBook.updateSelectedBook(updateBook)!;

// check if return true / message

if (result.GetType() != typeof(Boolean))

{

return Validation\_General.insertErr("", result.ToString()!, "SQL Exception");

}

else

return "Book successfully updated !";

}

catch (Exception ex)

{

return Validation\_General.insertErr("", ex.Message, "Server Exception");

}

#endregion

}

}

![](data:image/png;base64,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)

## **Validation:**

**Validation\_CheckBook.cs**

using BusinessLogicLayer.actionFiles;

using DataAccessLayer.Entities;

public static class Validation\_CheckBook

{

private static FileError \_fileError = new FileError();

public static string? checkDate(DateTime dateBook)

{

if (dateBook > DateTime.Now)

{

return "Date cannot be greater than current date !";

}

else

{

return null;

}

}

public static string? checkCode(string codeBook)

{

if (codeBook.Length != 13)

{

return "Barcode must contain 13 digits !";

}

//Note that the IsDigit() method does not strictly check for a character in the range 0 through 9.

//It allows a few characters such as Thai numerals ๐ ๑ ๒ ๓ ๔ ๕ ๖ ๗ ๘ ๙.

//We can use the following code to strictly check for ASCII digits:

else if (!codeBook.All(c => (c >= 48 && c <= 57)))

{

return "Barcode must contain only digits ! -> " + codeBook;

}

else

{

return null;

}

}

public static string? checkBook(Book checkBook)

{

#region Checking the correct input

// Validation for null

string errsValidBook = "";

if (checkBook == null)

{

errsValidBook = Validation\_General.insertErr("", "Values cannot be null", "Client Exception");

return errsValidBook;

}

// Validation for values

else

{

string? checkValid;

checkValid = checkDate(checkBook.PublicationDate);

if (checkValid != null)

{

errsValidBook = Validation\_General.insertErr("", checkValid, "Client Exception");

}

checkValid = checkCode(checkBook.Code);

if (checkValid != null)

{

errsValidBook = Validation\_General.insertErr(errsValidBook, checkValid, "Client Exception");

}

checkValid = Validation\_General.checkOnlyLetter(checkBook.FirstName\_Author);

if (checkValid != null)

{

errsValidBook = Validation\_General.insertErr(errsValidBook, checkValid, "Client Exception");

}

checkValid = Validation\_General.checkOnlyLetter(checkBook.LastName\_Author);

if (checkValid != null)

{

errsValidBook = Validation\_General.insertErr(errsValidBook, checkValid, "Client Exception");

}

checkValid = Validation\_General.checkOnlyLetter(checkBook.Category);

if (checkValid != null)

{

errsValidBook = Validation\_General.insertErr(errsValidBook, checkValid, "Client Exception");

}

if(checkBook.SecondaryCategory != null)

{

checkValid = Validation\_General.checkOnlyLetter(checkBook.SecondaryCategory);

if (checkValid != null)

{

errsValidBook = Validation\_General.insertErr(errsValidBook, checkValid, "Client Exception");

}

}

}

if (errsValidBook != "")

{ return errsValidBook; }

else

{ return null; }

#endregion

}alid != null)

{

return Validation\_General.insertErr("", checkValid, "Client Exception");

}

#endregion

#region Query execution

try

{

object result = \_IBook.deleteSelectedBook(selectedCode);

// check if return true / message

if (result.GetType() != typeof(Boolean))

{

return Validation\_General.insertErr("", result.ToString()!, "SQL Exception");

}

else

return "Book successfully deleted !";

}

catch (Exception ex)

{

\_fileError.addError("Server Exception", ex.Message);

return Validation\_General.insertErr("", ex.Message, "Server Exception");

}

#endregion

}

public object getBooks()

{

try

{

object result = \_IBook.getBooks()!;

// check if type of DataTable -> data to show

if (result.GetType() != typeof(DataTable))

{

\_fileError.addError("SQL Exception", result + "");

}

return result;

}

catch (Exception ex)

{

return Validation\_General.insertErr("", ex.Message, "Server Exception");

}

}

public static string? checkBook(Book checkBook)

{

#region Checking the correct input

// Validation for null

string errsValidBook = "";

if (checkBook == null)

{

errsValidBook = Validation\_General.insertErr("", "Values cannot be null", "Client Exception");

return errsValidBook;

}

// Validation for values

else

{

string? checkValid;

checkValid = checkDate(checkBook.PublicationDate);

if (checkValid != null)

{

errsValidBook = Validation\_General.insertErr("", checkValid, "Client Exception");

}

checkValid = checkCode(checkBook.Code);

if (checkValid != null)

{

errsValidBook = Validation\_General.insertErr(errsValidBook, checkValid, "Client Exception");

}

checkValid = Validation\_General.checkOnlyLetter(checkBook.FirstName\_Author);

if (checkValid != null)

{

errsValidBook = Validation\_General.insertErr(errsValidBook, checkValid, "Client Exception");

}

checkValid = Validation\_General.checkOnlyLetter(checkBook.LastName\_Author);

if (checkValid != null)

{

errsValidBook = Validation\_General.insertErr(errsValidBook, checkValid, "Client Exception");

}

checkValid = Validation\_General.checkOnlyLetter(checkBook.Category);

if (checkValid != null)

{

errsValidBook = Validation\_General.insertErr(errsValidBook, checkValid, "Client Exception");

}

if(checkBook.SecondaryCategory != null)

{

checkValid = Validation\_General.checkOnlyLetter(checkBook.SecondaryCategory);

if (checkValid != null)

{

errsValidBook = Validation\_General.insertErr(errsValidBook, checkValid, "Client Exception");

}

}

}

if (errsValidBook != "")

{ return errsValidBook; }

else

{ return null; }

#endregion}

}alid != null)

{

return Validation\_General.insertErr("", checkValid, "Client Exception");

}

#endregion

#region Query execution

try

{

object result = \_IBook.deleteSelectedBook(selectedCode);

// check if return true / message

if (result.GetType() != typeof(Boolean))

{

return Validation\_General.insertErr("", result.ToString()!, "SQL Exception");

}

else

return "Book successfully deleted !";

}

catch (Exception ex)

{

\_fileError.addError("Server Exception", ex.Message);

return Validation\_General.insertErr("", ex.Message, "Server Exception");

}

#endregion

}

public object getBooks()

{

try

{

object result = \_IBook.getBooks()!;

// check if type of DataTable -> data to show

if (result.GetType() != typeof(DataTable))

{

\_fileError.addError("SQL Exception", result + "");

}

return result;

}

catch (Exception ex)

{

return Validation\_General.insertErr("", ex.Message, "Server Exception");

}

}

**Validation\_CheckBorrow.cs**

using BusinessLogicLayer.actionFiles;

using DataAccessLayer.Entities;

public static class Validation\_CheckBorrow

{

private static FileError \_fileError = new FileError();

public static string? checkBorrow(Borrow checkBorrow)

{

#region Checking the correct input

// Validation for null

string errsValidBorrow = "";

if (checkBorrow == null)

{

errsValidBorrow = Validation\_General.insertErr("", "Values cannot be null", "Client Exception");

return errsValidBorrow;

}

// Validation for values

else

{

string? checkValid;

checkValid = Validation\_CheckBook.checkCode(checkBorrow.Code);

if (checkValid != null)

{

errsValidBorrow = Validation\_General.insertErr("", checkValid, "Client Exception");

}

checkValid = Validation\_CheckUser.checkId(checkBorrow.Id);

if (checkValid != null)

{

errsValidBorrow = Validation\_General.insertErr(errsValidBorrow, checkValid, "Client Exception");

}

}

if (errsValidBorrow != null)

{ return errsValidBorrow; }

else

{ return null; }

#endregion

}

}

public static string? checkBook(Book checkBook)

{

#region Checking the correct input

// Validation for null

string errsValidBook = "";

if (checkBook == null)

{

errsValidBook = Validation\_General.insertErr("", "Values cannot be null", "Client Exception");

return errsValidBook;

}

// Validation for values

else

{

string? checkValid;

checkValid = checkDate(checkBook.PublicationDate);

if (checkValid != null)

{

errsValidBook = Validation\_General.insertErr("", checkValid, "Client Exception");

}

checkValid = checkCode(checkBook.Code);

if (checkValid != null)

{

errsValidBook = Validation\_General.insertErr(errsValidBook, checkValid, "Client Exception");

}

checkValid = Validation\_General.checkOnlyLetter(checkBook.FirstName\_Author);

if (checkValid != null)

{

errsValidBook = Validation\_General.insertErr(errsValidBook, checkValid, "Client Exception");

}

checkValid = Validation\_General.checkOnlyLetter(checkBook.LastName\_Author);

if (checkValid != null)

{

errsValidBook = Validation\_General.insertErr(errsValidBook, checkValid, "Client Exception");

}

checkValid = Validation\_General.checkOnlyLetter(checkBook.Category);

if (checkValid != null)

{

errsValidBook = Validation\_General.insertErr(errsValidBook, checkValid, "Client Exception");

}

if(checkBook.SecondaryCategory != null)

{

checkValid = Validation\_General.checkOnlyLetter(checkBook.SecondaryCategory);

if (checkValid != null)

{

errsValidBook = Validation\_General.insertErr(errsValidBook, checkValid, "Client Exception");

}

}

}

if (errsValidBook != "")

{ return errsValidBook; }

else

{ return null; }

#endregion

}alid != null)

{

return Validation\_General.insertErr("", checkValid, "Client Exception");

}

#endregion

#region Query execution

try

{

object result = \_IBook.deleteSelectedBook(selectedCode);

// check if return true / message

if (result.GetType() != typeof(Boolean))

{

return Validation\_General.insertErr("", result.ToString()!, "SQL Exception");

}

else

return "Book successfully deleted !";

}

catch (Exception ex)

{

\_fileError.addError("Server Exception", ex.Message);

return Validation\_General.insertErr("", ex.Message, "Server Exception");

}

#endregion

}

public object getBooks()

{

try

{

object result = \_IBook.getBooks()!;

// check if type of DataTable -> data to show

if (result.GetType() != typeof(DataTable))

{

\_fileError.addError("SQL Exception", result + "");

}

return result;

}

catch (Exception ex)

{

return Validation\_General.insertErr("", ex.Message, "Server Exception");

}

}

**Validation\_CheckExistingCategory.cs**

using BusinessLogicLayer.actionFiles;

using DataAccessLayer.Entities;

public static class Validation\_CheckExistingCategory

{

private static FileError \_fileError = new FileError();

public static string? checkExistingCategory(ExistingCategory checkExistingCategory)

{

#region Checking the correct input

// Validation for null

string errsValidBook = "";

if (checkExistingCategory == null)

{

errsValidBook = Validation\_General.insertErr("", "Values cannot be null", "Client Exception");

return errsValidBook;

}

// Validation for values

else

{

string? checkValid;

checkValid = Validation\_General.checkOnlyLetter(checkExistingCategory.Category);

if (checkValid != null)

{

errsValidBook = Validation\_General.insertErr("", checkValid, "Client Exception");

}

checkValid = Validation\_General.checkOnlyLetter(checkExistingCategory.SecondaryCategory);

if (checkValid != null)

{

errsValidBook = Validation\_General.insertErr(errsValidBook, checkValid, "Client Exception");

}

}

if (errsValidBook != null)

{ return errsValidBook; }

else

{ return null; }

#endregion

}

}

**Validation\_CheckExistingCategory.cs**

using System.Text.RegularExpressions;

using BusinessLogicLayer.actionFiles;

using DataAccessLayer.Entities;

public static class Validation\_CheckUser

{

private static FileError \_fileError = new FileError();

public static string? checkEmail(string email)

{

var trimmedEmail = email.Trim();

// ^ Begin the match at the start of the string.

// [^@\s] + Match one or more occurrences of any character other than the @ character or whitespace.

// @ Match the @ character.

// \. Match a single period character.

// $ End the match at the end of the string.

// a@a.a

string emailReg = @"^[^@\s]+@[^@\s]+\.[^@\s]+$";

if (!Regex.Match(trimmedEmail, emailReg).Success ||

trimmedEmail.EndsWith(".") || trimmedEmail.StartsWith(".") || trimmedEmail.Contains("..") || trimmedEmail.Contains("..") ||

// compare IndexOf to LastIndexOf to check

// if there is more than one @

trimmedEmail.IndexOf("@") != trimmedEmail.LastIndexOf("@"))

{

return "The email is not written correctly !";

}

try

{

var addr = new System.Net.Mail.MailAddress(email);

if (addr.Address != trimmedEmail)

{

return "The email is not written correctly !";

}

}

catch

{

return "The email is not written correctly !";

}

return null;

}

public static string? checkPassword(string password)

{

if (password.Length != 10)

{

return "Password must be 10 characters in length !";

}

else

{

string resCheck = "";

if (!password.Any(char.IsUpper))

{

resCheck = "Password must contain an uppercase letter !";

}

if (!password.Any(char.IsLower))

{

if (resCheck != "")

resCheck += "\n" + "Password must contain an uppercase letter !";

}

if (!password.Any(char.IsLower))

{

if (resCheck != "")

resCheck += "\n" + "Password must contain an uppercase letter !";

}

Regex rgx = new Regex("[^A-Za-z0-9]");

if (!rgx.IsMatch(password))

{

if (resCheck != "")

resCheck += "\n" + "Password must contain a special character !";

}

if (resCheck != "")

{ return resCheck; }

else

{ return null; }

}

}

public static string? checkId(string id)

{

if (id.Length != 9)

{

return "Id must contain 9 digits ! ";

}

else

{

// The test coefficient is in the form of

// 1 2 1 2 1 2 1 2 1

int[] id\_12\_digits = { 1, 2, 1, 2, 1, 2, 1, 2, 1 };

int count = 0;

// The right digit is the check digit

id = id.PadLeft(9, '0');

for (int i = 0; i < 9; i++)

{

//Multiply a digit by a check factor and add decimal digits

int num = Int32.Parse(id.Substring(i, 1)) \* id\_12\_digits[i];

if (num > 9)

num = (num / 10) + (num % 10);

count += num;

}

//Checking if divisible by 10

if (count % 10 != 0)

{

return "The id format is incorrect ";

}

else

{

return null;

}

}

}

public static string? checkUser(User checkUser)

{

#region Checking the correct input

// Validation for null

string errsValidUser = "";

if (checkUser == null)

{

errsValidUser = Validation\_General.insertErr("", "Values cannot be null", "Client Exception");

return errsValidUser;

}

// Validation for values

else

{

string? checkValid;

checkValid = checkId(checkUser.Id);

if (checkValid != null)

{

errsValidUser = Validation\_General.insertErr("", checkValid, "Client Exception");

}

checkValid = Validation\_General.checkOnlyLetter(checkUser.FirstName);

if (checkValid != null)

{

errsValidUser = Validation\_General.insertErr(errsValidUser, checkValid, "Client Exception");

}

checkValid = Validation\_General.checkOnlyLetter(checkUser.LastName);

if (checkValid != null)

{

errsValidUser = Validation\_General.insertErr(errsValidUser, checkValid, "Client Exception");

}

checkValid = checkEmail(checkUser.Email);

if (checkValid != null)

{

errsValidUser = Validation\_General.insertErr(errsValidUser, checkValid, "Client Exception");

}

checkValid = checkPassword(checkUser.Password);

if (checkValid != null)

{

errsValidUser = Validation\_General.insertErr(errsValidUser, checkValid, "Client Exception");

}

}

if (errsValidUser != null)

{ return errsValidUser; }

else

{ return null; }

#endregion

}

}

public static string? checkPassword(string password)

{

if (password.Length != 10)

{

return "Password must be 10 characters in length !";

}

else

{

string resCheck = "";

if (!password.Any(char.IsUpper))

{

resCheck = "Password must contain an uppercase letter !";

}

if (!password.Any(char.IsLower))

{

if (resCheck != "")

resCheck += "\n" + "Password must contain an uppercase letter !";

}

if (!password.Any(char.IsLower))

{

if (resCheck != "")

resCheck += "\n" + "Password must contain an uppercase letter !";

}

Regex rgx = new Regex("[^A-Za-z0-9]");

if (!rgx.IsMatch(password))

{

if (resCheck != "")

resCheck += "\n" + "Password must contain a special character !";

}

if (resCheck != "")

{ return resCheck; }

else

{ return null; }

}

}

public static string? checkId(string id)

{

if (id.Length != 9)

{

return "Id must contain 9 digits ! ";

}

else

{

// The test coefficient is in the form of

// 1 2 1 2 1 2 1 2 1

int[] id\_12\_digits = { 1, 2, 1, 2, 1, 2, 1, 2, 1 };

int count = 0;

// The right digit is the check digit

id = id.PadLeft(9, '0');

for (int i = 0; i < 9; i++)

{

//Multiply a digit by a check factor and add decimal digits

int num = Int32.Parse(id.Substring(i, 1)) \* id\_12\_digits[i];

if (num > 9)

num = (num / 10) + (num % 10);

count += num;

}

//Checking if divisible by 10

if (count % 10 != 0)

{

return "The id format is incorrect ";

}

else

{

return null;

}

}

}

public static string? checkUser(User checkUser)

{

#region Checking the correct input

// Validation for null

string errsValidUser = "";

if (checkUser == null)

{

errsValidUser = Validation\_General.insertErr("", "Values cannot be null", "Client Exception");

return errsValidUser;

}

// Validation for values

else

{

string? checkValid;

checkValid = checkId(checkUser.Id);

if (checkValid != null)

{

errsValidUser = Validation\_General.insertErr("", checkValid, "Client Exception");

}

checkValid = Validation\_General.checkOnlyLetter(checkUser.FirstName);

if (checkValid != null)

{

errsValidUser = Validation\_General.insertErr(errsValidUser, checkValid, "Client Exception");

}

checkValid = Validation\_General.checkOnlyLetter(checkUser.LastName);

if (checkValid != null)

{

errsValidUser = Validation\_General.insertErr(errsValidUser, checkValid, "Client Exception");

}

checkValid = checkEmail(checkUser.Email);

if (checkValid != null)

{

errsValidUser = Validation\_General.insertErr(errsValidUser, checkValid, "Client Exception");

}

checkValid = checkPassword(checkUser.Password);

if (checkValid != null)

{

errsValidUser = Validation\_General.insertErr(errsValidUser, checkValid, "Client Exception");

}

}

if (errsValidUser != null)

{ return errsValidUser; }

else

{ return null; }

#endregion

}

}

public static string? checkId(string id)

{

if (id.Length != 9)

{

return "Id must contain 9 digits ! ";

}

else

{

// The test coefficient is in the form of

// 1 2 1 2 1 2 1 2 1

int[] id\_12\_digits = { 1, 2, 1, 2, 1, 2, 1, 2, 1 };

int count = 0;

// The right digit is the check digit

id = id.PadLeft(9, '0');

for (int i = 0; i < 9; i++)

{

//Multiply a digit by a check factor and add decimal digits

int num = Int32.Parse(id.Substring(i, 1)) \* id\_12\_digits[i];

if (num > 9)

num = (num / 10) + (num % 10);

count += num;

}

//Checking if divisible by 10

if (count % 10 != 0)

{

return "The id format is incorrect ";

}

else

{

return null;

}

}

}

public static string? checkUser(User checkUser)

{

#region Checking the correct input

// Validation for null

string errsValidUser = "";

if (checkUser == null)

{

errsValidUser = Validation\_General.insertErr("", "Values cannot be null", "Client Exception");

return errsValidUser;

}

// Validation for values

else

{

string? checkValid;

checkValid = checkId(checkUser.Id);

if (checkValid != null)

{

errsValidUser = Validation\_General.insertErr("", checkValid, "Client Exception");

}

checkValid = Validation\_General.checkOnlyLetter(checkUser.FirstName);

if (checkValid != null)

{

errsValidUser = Validation\_General.insertErr(errsValidUser, checkValid, "Client Exception");

}

checkValid = Validation\_General.checkOnlyLetter(checkUser.LastName);

if (checkValid != null)

{

errsValidUser = Validation\_General.insertErr(errsValidUser, checkValid, "Client Exception");

}

checkValid = checkEmail(checkUser.Email);

if (checkValid != null)

{

errsValidUser = Validation\_General.insertErr(errsValidUser, checkValid, "Client Exception");

}

checkValid = checkPassword(checkUser.Password);

if (checkValid != null)

{

errsValidUser = Validation\_General.insertErr(errsValidUser, checkValid, "Client Exception");

}

}

if (errsValidUser != null)

{ return errsValidUser; }

else

{ return null; }

#endregion

}

}

public static string? checkUser(User checkUser)

{

#region Checking the correct input

// Validation for null

string errsValidUser = "";

if (checkUser == null)

{

errsValidUser = Validation\_General.insertErr("", "Values cannot be null", "Client Exception");

return errsValidUser;

}

// Validation for values

else

{

string? checkValid;

checkValid = checkId(checkUser.Id);

if (checkValid != null)

{

errsValidUser = Validation\_General.insertErr("", checkValid, "Client Exception");

}

checkValid = Validation\_General.checkOnlyLetter(checkUser.FirstName);

if (checkValid != null)

{

errsValidUser = Validation\_General.insertErr(errsValidUser, checkValid, "Client Exception");

}

checkValid = Validation\_General.checkOnlyLetter(checkUser.LastName);

if (checkValid != null)

{

errsValidUser = Validation\_General.insertErr(errsValidUser, checkValid, "Client Exception");

}

checkValid = checkEmail(checkUser.Email);

if (checkValid != null)

{

errsValidUser = Validation\_General.insertErr(errsValidUser, checkValid, "Client Exception");

}

checkValid = checkPassword(checkUser.Password);

if (checkValid != null)

{

errsValidUser = Validation\_General.insertErr(errsValidUser, checkValid, "Client Exception");

}

}

if (errsValidUser != null)

{ return errsValidUser; }

else

{ return null; }

#endregion

}

}

**Validation\_General.cs**

using System.Text.RegularExpressions;

using BusinessLogicLayer.actionFiles;

public static class Validation\_General

{

private static FileError \_fileError = new FileError();

public static string? checkOnlyLetter(string word)

{

if (!Regex.IsMatch(word, @"^[a-zA-Zא-ת]+$"))

{

return "Must write only letters ! -> " + word;

}

else

{

return null;

}

}

public static string insertErr(string err, string newErr, string kindErr)

{

\_fileError.addError(kindErr, newErr);

if (err != "")

err += "\n" + newErr;

else

err = newErr;

return err;

}

}

# צד C# - AppLayer:

{

"ConnectionStrings": {

"DefaultConnestion": "Data Source=.;Initial Catalog=Library;Integrated Security=True"

}

}

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJQAAAAUCAYAAABrjBQMAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAQ3SURBVGhD7ZpPTBN7EMe/ffxLRA76zr6qsQInD77ExkggMSYeTHpDo8XWl0eigqJJE/Wl1qQ0GhMMAlUOGiNSjXIj6cGEkGiKARI9eEJeFVoOelIvqKAi/mY73W7LLt3+gxL2k2zozCzzm+7Ob2Z2wfT+w+dFGBjkiT/4p4FBXsi4QrndF/D500eWllJRUYGTJ89gZ3UNawzWExknVMvpf3H1WgdLS/nvkgtlZeVoaW2DxVLNWoP1QkFa3o8f33HL34VweJI1a5DofTj2HEEgynIhWIk1VpiCzVCUVL23u1kqRp7Dl3QzU2SzE33jj2E3s1wIVmKNFSbvCUXtMH7Mz8+z1mC9kFNCdXfdgN9/kyWgv/8+fO0elvQx0r4L1j18tD9nLVeLELWEmM0RiOiwRRBwJPz5QqyWWktc78GI5OMsgpiAv1HoRMzJMsWhrFj8OeCRfSfWFCj8OwLiGsi/pxGPjHINPbErfaSJaZXIKaGGh4dwvOkES8DRo00YGxvF3Nwca9Kz7/JrjI3T0Y1DwV5FCxI39y7gJdvAeaDnYnpb6B78O7rZ32u46+hcceEbn+LAAK8jnifuBMxw03qoRSvpL3tT5Hr6xRTEmtP72YcNkz33RGIS5L8Tlo6Yfy+eisRkVOPRQDP2hG/6rmFXPAEJrZhWj6wTipJmcXERGyo3sgYoKSlBVVUVZmdnWaODUHyHUYVQIm6u1wlpvBCzRvOhCURmJINAw/bXdlQHz6ZUj2mE45WH1nENYnJaviMZINY8zolWt18k3/+IkBvyX3MeTZwsZvspYWPU4tFCM3YbGuKJqHYd1GJaRbJOqEePHmD37r9RWlrCmhhW61709YnyoQcq5y6gQ9qVg2jVfHUVQeQtf1yCwiYNuVQlLkrJk2gPNl6DD9UKVAA041Ehk3OLmKwTym534tWrl/j5c4E1MUZHX8DpbGYpDTNTmKzZji30OfoMQ28kLTOBoRDvVsmm2KnL2qhKPMaTM7UIR8U55m2wYFC0OR1VIhvI/5tO9HMCRAO9KZU2JZ6kuWkparE/iyeX2IB3gsnftdjIOqHKy8thMpnw9UuivS0sLEjtrrKykjVpqPsHrejEYWpFnilYkipULSzTsd1qleYIL/axRdMmt89dONyzE832rUJZD7c0Z9lkW2zorkeDaB+JITxV1ovwL+aXoCvm24ODiZanGo8Gy8QeZt9WaRZUXofiI6c35V03O1BaVoaWljZJfviwD+/ehuG54pNkemt+67bO9pcE7eJebB1Qe0eznK0IoDbeOIXmcT03nr7LMBp0nbs2yOkpr+2cS04m4tgxh5xM65WRB52JNp6O0DCCes9dI+T9j8NKNm3+Ez7fdZYyYS1VKHp/ZINfnv/oASBNxZGqmEg8ekor1kqbJcb/QxnklZxanoFBKqZv87+MCmWQN4wKZZBHgN9yP0qPCJcR9wAAAABJRU5ErkJggg==)**

## **Original get data:**

public partial class getData : Form

{

string conStrin = @"Data Source=.;Initial Catalog=Library;Integrated Security=True";

public getData()

{

InitializeComponent();

SqlCommand cmd = new SqlCommand();

using (SqlConnection sqlConnection = new SqlConnection(conStrin))

{

if (sqlConnection.State != ConnectionState.Open)

sqlConnection.Open();

cmd.Connection = sqlConnection;

cmd.CommandType = CommandType.StoredProcedure;

cmd.CommandText = "getBooks";

cmd.Parameters.Add("@ERROR");

cmd.Parameters[0].Direction = ParameterDirection.Output;

SqlDataReader dr = cmd.ExecuteReader();

if (cmd.Parameters["@ERROR"].Value != null && cmd.Parameters["@ERROR"].Value.ToString()!.Length > 0)

{

string message = (string)cmd.Parameters["@ERROR"].Value;

// We'll close the connection path so you can read more procedures

sqlConnection.Close();

}

else if (dr.HasRows)

{

SqlDataReader sqlDataReader = (SqlDataReader)dr;

DataTable dataTable = new DataTable();

dataTable.Load(sqlDataReader);

sqlConnection.Close();

DataAccessLayer.Entities.User user = new DataAccessLayer.Entities.User();

foreach (DataRow row in dataTable.Rows)

{

user = new DataAccessLayer.Entities.User()

{

Id = row["id"].ToString()!,

Email = row["email"].ToString()!,

Password = row["password"].ToString()!,

FirstName = row["FirstName"].ToString()!,

LastName = row["LastName"].ToString()!,

Type = (bool)row["type"]

};

MessageBox.Show(user.ToString());

}

}

}

}

ה

## **Good get data:**

**good.cs**

private void specialButton1\_Click(object sender, EventArgs e)

{

string? checkValues;

checkValues = Validation\_CheckUser.checkId(id.Text);

checkAndSetError(id,checkValues);

checkValues = Validation\_CheckUser.checkEmail(email.Text);

checkAndSetError(email, checkValues);

checkValues = Validation\_CheckUser.checkPassword(password.Text);

checkAndSetError(password, checkValues);

if (checkValues == null)

{

object resFun = userLogic.ShowFromUser\_UserFromSpecific\_Id\_Email\_Password(id.Text, email.Text, password.Text);

if (resFun.GetType() != typeof(DataTable))

{

MessageBox.Show(resFun.ToString());

}

else

{

DataTable dt = (DataTable)resFun;

User user = new User();

foreach (DataRow row in dt.Rows)

{

user = new User()

{

Id = row["id"].ToString()!,

Email = row["email"].ToString()!,

Password = row["password"].ToString()!,

FirstName = row["FirstName"].ToString()!,

LastName = row["LastName"].ToString()!,

Type = (bool)row["type"]

};

}

MainApp mainApp = new MainApp();

mainApp.TopLevel = false;

mainApp.Parent = this.MdiParent;

mainApp.Activate();

mainApp.Location = new Point((this.MdiParent.Width - mainApp.Width) / 2, (this.MdiParent.Height - mainApp.Height) / 2);

mainApp.Show();

this.Close();

//MainApp mainApp = new MainApp();

//mainApp.Show();

//this.Hide();

}

}

}

## **Help func:**

**help.cs**

public static void createCategories(List<string> categories, ComboBox category)

{

ExistingCategorylogic existingCategorylogic = new ExistingCategorylogic();

object resFun = existingCategorylogic.getExistingCategories();

if (resFun.GetType() != typeof(DataTable))

{

MessageBox.Show(resFun.ToString());

}

else

{

DataTable dt = (DataTable)resFun;

foreach (DataRow row in dt.Rows)

{

categories.Add((string)row["Category"]);

}

}

category.DataSource = categories;

}

public static void category\_SelectedIndexChanged(List<string> secondaryCategorySelect, ComboBox secondaryCategory, string choose)

{

ExistingCategorylogic existingCategorylogic = new ExistingCategorylogic();

secondaryCategory.DataSource = null;

secondaryCategorySelect.Clear();

object resFun = existingCategorylogic.ShowFromExistingCategories\_SubcategoryFromCategory(choose);

if (resFun.GetType() != typeof(DataTable))

{

MessageBox.Show(resFun.ToString());

}

else

{

secondaryCategorySelect.Add("No secondary category");

DataTable dt = (DataTable)resFun;

foreach (DataRow row in dt.Rows)

{

secondaryCategorySelect.Add((string)row["secondaryCategory"]);

}

}

secondaryCategory.DataSource = secondaryCategorySelect;

}

}

;

private static void resizeControl(Rectangle r, Control c, Rectangle originalFormSize, object thisObj)

{

float xRatio;

float yRatio;

if(thisObj == null)

{

return;

}

else if (thisObj.GetType().BaseType.Name == "Form")

{

Form thisForm = (Form)thisObj;

xRatio = (float)(thisForm.Width) / (float)(originalFormSize.Width);

yRatio = (float)(thisForm.Height) / (float)(originalFormSize.Height);

}

else if (thisObj.GetType().BaseType.Name == "UserControl")

{

UserControl thisUC = (UserControl)thisObj;

xRatio = (float)(thisUC.Width) / (float)(originalFormSize.Width);

yRatio = (float)(thisUC.Height) / (float)(originalFormSize.Height);

}

else

{

return;

}

int newX = (int)(r.Location.X \* xRatio);

int newY = (int)(r.Location.Y \* yRatio);

int newWidth = (int)(r.Width \* xRatio);

int newHeight = (int)(r.Height \* yRatio);

c.Location = new Point(newX, newY);

c.Size = new Size(newWidth, newHeight);

}

public static void Form\_Resize(Control[] controls , Rectangle [] controlerOriginalRectangle,Rectangle originalFormSize,object thisObj)

{

// loop over controls and updates values

foreach (var (control, index) in controls.Select((value, i) => (value, i)))

{

resizeControl(controlerOriginalRectangle[index], control, originalFormSize, thisObj);

}

}

public static void addImgCursor(string url, Size size, Control control)

{

Bitmap bitmap = new Bitmap(new Bitmap(url), size);

control.Cursor = new Cursor(bitmap.GetHicon());

}

public static void Form\_LoadCreateRectangles(ref Rectangle originalFormSize, ref Control[] controls, ref Rectangle[] controlerOriginalRectangle, object thisObj)

{

if (thisObj.GetType().BaseType.Name == "Form")

{

Form thisForm = (Form)thisObj;

originalFormSize = new Rectangle(thisForm.Location.X, thisForm.Location.Y, thisForm.Size.Width, thisForm.Size.Height);

controlerOriginalRectangle = new Rectangle[thisForm.Controls.Count];

controls = new Control[thisForm.Controls.Count];

// copy all collection to array from 0

thisForm.Controls.CopyTo(controls, 0);

}

else if(thisObj.GetType().BaseType.Name == "UserControl")

{

UserControl thisForm = (UserControl)thisObj;

originalFormSize = new Rectangle(thisForm.Location.X, thisForm.Location.Y, thisForm.Size.Width, thisForm.Size.Height);

controlerOriginalRectangle = new Rectangle[thisForm.Controls.Count];

controls = new Control[thisForm.Controls.Count];

// copy all collection to array from 0

thisForm.Controls.CopyTo(controls, 0);

}

else

{

return ;

}

//// Loop over tuples with the item and its index

foreach (var (control, index) in controls.Select((value, i) => (value, i)))

{

controlerOriginalRectangle[index] = new Rectangle(control.Location.X, control.Location.Y, control.Width, control.Height);

}

}

// Allow Combo Box to center aligned

public static void cbxDesign\_DrawItem(ref object sender, ref DrawItemEventArgs e)

{

// By using Sender, one method could handle multiple ComboBoxes

ComboBox cbx = sender as ComboBox;

if (cbx != null)

{

// Always draw the background

e.DrawBackground();

// Drawing one of the items?

if (e.Index >= 0)

{

// Set the string alignment. Choices are Center, Near and Far

StringFormat sf = new StringFormat();

sf.LineAlignment = StringAlignment.Center;

sf.Alignment = StringAlignment.Center;

// Set the Brush to ComboBox ForeColor to maintain any ComboBox color settings

// Assumes Brush is solid

Brush brush = new SolidBrush(cbx.ForeColor);

// If drawing highlighted selection, change brush

if ((e.State & DrawItemState.Selected) == DrawItemState.Selected)

brush = SystemBrushes.HighlightText;

// Draw the string

e.Graphics.DrawString(cbx.Items[e.Index].ToString(), cbx.Font, brush, e.Bounds, sf);

}

}

}

public static void hideAndShowUC(UserControl[] ucs, string kindAction,Form form)

{

if(ucs.Length != 4)

{

MessageBox.Show("The array must contain 4 UC (add, delete, show, update)");

return;

}

foreach (UserControl uc in ucs)

{

uc.Size = new Size(uc.Parent.Width - 50, uc.Height);

uc.Location = new Point((form.Width - uc.Width) / 2 - 10, (form.Height - uc.Height) / 2 - 30);

uc.Hide();

}

switch (kindAction)

{

case "Add":

ucs[0].Show();

break;

case "Delete":

ucs[1].Show();

break;

case "Show":

ucs[2].Show();

break;

case "Update":

ucs[3].Show();

break;

}

}

}

public static void addImgCursor(string url, Size size, Control control)

{

Bitmap bitmap = new Bitmap(new Bitmap(url), size);

control.Cursor = new Cursor(bitmap.GetHicon());

}

public static void Form\_LoadCreateRectangles(ref Rectangle originalFormSize, ref Control[] controls, ref Rectangle[] controlerOriginalRectangle, object thisObj)

{

if (thisObj.GetType().BaseType.Name == "Form")

{

Form thisForm = (Form)thisObj;

originalFormSize = new Rectangle(thisForm.Location.X, thisForm.Location.Y, thisForm.Size.Width, thisForm.Size.Height);

controlerOriginalRectangle = new Rectangle[thisForm.Controls.Count];

controls = new Control[thisForm.Controls.Count];

// copy all collection to array from 0

thisForm.Controls.CopyTo(controls, 0);

}

else if(thisObj.GetType().BaseType.Name == "UserControl")

{

UserControl thisForm = (UserControl)thisObj;

originalFormSize = new Rectangle(thisForm.Location.X, thisForm.Location.Y, thisForm.Size.Width, thisForm.Size.Height);

controlerOriginalRectangle = new Rectangle[thisForm.Controls.Count];

controls = new Control[thisForm.Controls.Count];

// copy all collection to array from 0

thisForm.Controls.CopyTo(controls, 0);

}

else

{

return ;

}

//// Loop over tuples with the item and its index

foreach (var (control, index) in controls.Select((value, i) => (value, i)))

{

controlerOriginalRectangle[index] = new Rectangle(control.Location.X, control.Location.Y, control.Width, control.Height);

}

}

// Allow Combo Box to center aligned

public static void cbxDesign\_DrawItem(ref object sender, ref DrawItemEventArgs e)

{

// By using Sender, one method could handle multiple ComboBoxes

ComboBox cbx = sender as ComboBox;

if (cbx != null)

{

// Always draw the background

e.DrawBackground();

// Drawing one of the items?

if (e.Index >= 0)

{

// Set the string alignment. Choices are Center, Near and Far

StringFormat sf = new StringFormat();

sf.LineAlignment = StringAlignment.Center;

sf.Alignment = StringAlignment.Center;

// Set the Brush to ComboBox ForeColor to maintain any ComboBox color settings

// Assumes Brush is solid

Brush brush = new SolidBrush(cbx.ForeColor);

// If drawing highlighted selection, change brush

if ((e.State & DrawItemState.Selected) == DrawItemState.Selected)

brush = SystemBrushes.HighlightText;

// Draw the string

e.Graphics.DrawString(cbx.Items[e.Index].ToString(), cbx.Font, brush, e.Bounds, sf);

}

}

}

public static void hideAndShowUC(UserControl[] ucs, string kindAction,Form form)

{

if(ucs.Length != 4)

{

MessageBox.Show("The array must contain 4 UC (add, delete, show, update)");

return;

}

foreach (UserControl uc in ucs)

{

uc.Size = new Size(uc.Parent.Width - 50, uc.Height);

uc.Location = new Point((form.Width - uc.Width) / 2 - 10, (form.Height - uc.Height) / 2 - 30);

uc.Hide();

}

switch (kindAction)

{

case "Add":

ucs[0].Show();

break;

case "Delete":

ucs[1].Show();

break;

case "Show":

ucs[2].Show();

break;

case "Update":

ucs[3].Show();

break;

}

}

}

// Allow Combo Box to center aligned

public static void cbxDesign\_DrawItem(ref object sender, ref DrawItemEventArgs e)

{

// By using Sender, one method could handle multiple ComboBoxes

ComboBox cbx = sender as ComboBox;

if (cbx != null)

{

// Always draw the background

e.DrawBackground();

// Drawing one of the items?

if (e.Index >= 0)

{

// Set the string alignment. Choices are Center, Near and Far

StringFormat sf = new StringFormat();

sf.LineAlignment = StringAlignment.Center;

sf.Alignment = StringAlignment.Center;

// Set the Brush to ComboBox ForeColor to maintain any ComboBox color settings

// Assumes Brush is solid

Brush brush = new SolidBrush(cbx.ForeColor);

// If drawing highlighted selection, change brush

if ((e.State & DrawItemState.Selected) == DrawItemState.Selected)

brush = SystemBrushes.HighlightText;

// Draw the string

e.Graphics.DrawString(cbx.Items[e.Index].ToString(), cbx.Font, brush, e.Bounds, sf);

}

}

}

public static void hideAndShowUC(UserControl[] ucs, string kindAction,Form form)

{

if(ucs.Length != 4)

{

MessageBox.Show("The array must contain 4 UC (add, delete, show, update)");

return;

}

foreach (UserControl uc in ucs)

{

uc.Size = new Size(uc.Parent.Width - 50, uc.Height);

uc.Location = new Point((form.Width - uc.Width) / 2 - 10, (form.Height - uc.Height) / 2 - 30);

uc.Hide();

}

switch (kindAction)

{

case "Add":

ucs[0].Show();

break;

case "Delete":

ucs[1].Show();

break;

case "Show":

ucs[2].Show();

break;

case "Update":

ucs[3].Show();

break;

}

}

}

## **Tool Strip**

**help.cs**

private void MenuItem\_Click(object sender, EventArgs e)

{

FormCollection FormsOpen = Application.OpenForms;

for (int i = 0; i < FormsOpen.Count; i++)

{

if (FormsOpen[i].Name != "Main")

FormsOpen[i].Close();

}

ToolStripMenuItem menuStrip = (ToolStripMenuItem)sender;

ToolStripItem parent = menuStrip.OwnerItem;

// We will check what type of form we would like to show / add

// And then what kind of add / show -> city / street

switch (parent.Text)

{

case "Books":

AreaBook book = new AreaBook(menuStrip.Text);

book.MdiParent = this;

book.Activate();

book.Show();

book.Size = new Size(this.Width - 100, this.Height - 150);

//book.Location = new Point((this.Width - book.Width) / 2, (this.Height - book.Height) / 2);

book.Location = new Point((this.Width - book.Width) / 2 - 10, (this.Height - book.Height) / 2 - 30);

break;

case "Borrow":

AreaBorrow borrow = new AreaBorrow(menuStrip.Text);

borrow.MdiParent = this;

borrow.Activate();

borrow.Show();

borrow.Size = new Size(this.Width - 100, this.Height - 150);

borrow.Location = new Point((this.Width - borrow.Width) / 2 - 10, (this.Height - borrow.Height) / 2 - 30);

break;

case "Categories":

AreaExistingCategories existingCategories = new AreaExistingCategories(menuStrip.Text);

existingCategories.MdiParent = this;

existingCategories.Activate();

existingCategories.Show();

existingCategories.Size = new Size(this.Width - 100, this.Height - 150);

existingCategories.Location = new Point((this.Width - existingCategories.Width) / 2 - 10, (this.Height - existingCategories.Height) / 2 - 30);

break;

case "Users":

AreaUser user = new AreaUser(menuStrip.Text);

user.MdiParent = this;

user.Activate();

user.Show();

user.Size = new Size(this.Width - 100, this.Height - 150);

user.Location = new Point((this.Width - user.Width) / 2 - 10, (this.Height - user.Height) / 2 - 30);

break;

}

## **Tool Strip**

**help.cs**

private void MenuItem\_Click(object sender, EventArgs e)

{

FormCollection FormsOpen = Application.OpenForms;

for (int i = 0; i < FormsOpen.Count; i++)

{

if (FormsOpen[i].Name != "Main")

FormsOpen[i].Close();

}

ToolStripMenuItem menuStrip = (ToolStripMenuItem)sender;

ToolStripItem parent = menuStrip.OwnerItem;

// We will check what type of form we would like to show / add

// And then what kind of add / show -> city / street

switch (parent.Text)

{

case "Books":

AreaBook book = new AreaBook(menuStrip.Text);

book.MdiParent = this;

book.Activate();

book.Show();

book.Size = new Size(this.Width - 100, this.Height - 150);

//book.Location = new Point((this.Width - book.Width) / 2, (this.Height - book.Height) / 2);

book.Location = new Point((this.Width - book.Width) / 2 - 10, (this.Height - book.Height) / 2 - 30);

break;

case "Borrow":

AreaBorrow borrow = new AreaBorrow(menuStrip.Text);

borrow.MdiParent = this;

borrow.Activate();

borrow.Show();

borrow.Size = new Size(this.Width - 100, this.Height - 150);

borrow.Location = new Point((this.Width - borrow.Width) / 2 - 10, (this.Height - borrow.Height) / 2 - 30);

break;

case "Categories":

AreaExistingCategories existingCategories = new AreaExistingCategories(menuStrip.Text);

existingCategories.MdiParent = this;

existingCategories.Activate();

existingCategories.Show();

existingCategories.Size = new Size(this.Width - 100, this.Height - 150);

existingCategories.Location = new Point((this.Width - existingCategories.Width) / 2 - 10, (this.Height - existingCategories.Height) / 2 - 30);

break;

case "Users":

AreaUser user = new AreaUser(menuStrip.Text);

user.MdiParent = this;

user.Activate();

user.Show();

user.Size = new Size(this.Width - 100, this.Height - 150);

user.Location = new Point((this.Width - user.Width) / 2 - 10, (this.Height - user.Height) / 2 - 30);

break;

}